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Analysis

# Background

Currently, there is no lightweight app which allows one to create random mazes of distinctive styles with ease, whilst also providing access to past creations. My client, Greg Browne, develops a puzzle app which allows people to request puzzles from a network and solve them on their device, or request a solution from the network. He has asked me to create an app for users which allows them to request and solve mazes, and a server which can run the generation and solving algorithms, to extend his own puzzle app.

Intrinsically, the apps need to run on computers with access to a network connection with an open port (a public point over which data relevant to the app can be transferred). The hardware requirements of the computers vary depending on their job. The user’s computer should need little processing power as it is just sending and receiving data and allowing basic interaction with the maze. The computer hosting the program which generates and solves mazes may need to have higher-end hardware to facilitate the algorithms and networking.

Henceforth, the app which the user runs will be referred to as the client, and the app generating and solving mazes the server.

# Problem

## Recognition

There are three main problems to solve in the solution:

* Finding a way for a client on one system to interact with the server on another.
* Generating mazes via different algorithms.
* Solving the mazes by the shortest path.

Of these problems, by far the hardest is the first. Once the issue of interaction across a network is solved, adding new generation algorithms, and solving algorithms is simply a case of adding to the pre-existing network structure.

## Decomposition

The networking issue can be split into smaller steps. A first approach at this would be:

1. The server is opened across a port on the network.
2. The client is opened, then looks for and connects to the server.
3. The server assigns the client an ID, or uses an account ID, dependant on my client’s requirements.
4. The client chooses maze settings and creates a JSON/XML file out of them and sends it to the server.
5. The server adds this to a queue.
6. The server generates and perhaps solves the first item in the queue and sends it to the respective client where they can view and interact with it.

Steps 5 and 6 would be repeated while there are requests in the queue.

I will cover maze solving and generation in the Research section of the analysis, as I plan to implement several different algorithms for both.

# Client Interview

## Interview Questions

I will outline the questions I will ask Greg and summarise his answers to each. The aim of the questions is to get to know more about the system and the key requirements he would be looking for in my solution.

1. **How big is your userbase?**  
   This question will inform how robust the network needs to be. I will have to stress test the network if the userbase is large.
2. **Does your system currently accommodate touch screen users?**  
   This question informs whether I need on-screen buttons or whether I can simply use keyboard controls for solving the mazes manually.
3. **How many maze generation algorithms are you looking for in the initial solution at a minimum?**  
   This question establishes a minimum number of algorithms, so I will have to prioritise adding a certain number of algorithms dependant on Greg’s answer.
4. **Is a login system necessary?**  
   This question informs whether a system which attributes a record in a database to a user via a username and password system should be implemented.
5. **Should there be a system which tracks statistics?**  
   This question determines the need for a system which could track some statistics on the server (mazes solved automatically, manually, types of mazes generated, etc.) is necessary to implement or can be left as an additional feature.
6. **What should happen if the user is unable to solve the maze?**  
   This question determines whether the solve option should only be available on a generation request, or whether it should be available post-generation. Either option will make a significant impact on the program which handles solve requests.

## Answers

1. Roughly 150 people.
2. Yes, around 40% of the users are on touch screen devices.
3. 3-4 would be nice, to demonstrate what it can do.
4. The current app stores puzzles locally, so a login system would be appreciated but not absolutely needed.
5. Again, there isn’t something like that in place already, but it would be nice to have.
6. They should have the option to allow the software to solve it.

## Analysis

150 people at most would be connected to the one server. Server stress will likely not be an issue unless the algorithms I implement are extremely slow, so I may need to take time complexity into consideration when choosing what to program. There is a considerable proportion of users who may not use a physical keyboard with the app: I will need to add onscreen buttons to accommodate them. If I also implement keyboard controls, I may need to add an onscreen indicator that the keyboard controls are also available. I may be able to put this into a small help menu along with other information on using the app, but this is not a key function of the app so the implementation should stay simple. Greg says that a login system is not a necessity for the solution, so I should only implement this after adding all other key features. A login system, if it is added, would be useful for tracking user-specific stats and server-side saving. Similarly, a stats system should be implemented last alongside the login system. Windows forms has a designer I could use to add graphs, which I could use to pull data from a database into a charted format. Finally, the need for the user to always have the option to solve the maze means the server always needs to be listening for solve requests as well as generation requests, and the code for handling a solve will likely look different.

# Research

## Existing solutions

### https://www.mazegenerator.net/
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This website is a free online maze generation platform, available on any web browser. The program can generate mazes in different shapes and sizes, as well as using a structural grid rather than an array-based grid to allow mazes where the cells are not squares. The user interface is simple and uses drop-down menus and text boxes to allow user input for maze parameters. However, there is no clear explanation of the advanced parameters E and R, nor can the user solve the maze on their browser. There is also no way to change the algorithm used.

### Parts I can use

I and my client like the simplicity of the interface and think the use of drop-down boxes to specify qualitative parameters is good. We like the way the maze is displayed as the walls are lines rather than thick cells. The generator also measures the maze height and width in cell number rather than array length, which allows for any size of maze instead of only odd numbers. This is something I will implement in my solution.

https://keesiemeijer.github.io/maze-generator/  
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This website is another free online maze generation and solving platform. The parameter selection gives more meaningful names, so you can tell what each mean without a help page. The option for colour is given, but we think that for the initial solution, nonessential graphics are optional. We agreed that the option to remove walls is a straightforward way to generate a labyrinth style maze without a dedicated algorithm. Comparing this with the previous, the maze walls being thick here does not look bad, so we agreed it would be better to not draw walls as lines if it made the program better.

### Parts I can use

I like the option to download mazes, but based on my interview with Greg, I think that this option would be better as an upload to server option, tying into accounts. If I am unable to implement a login in time, then downloading the maze would be a viable alternative. We also think that the use of A\* Pathfinding for solving the mazes is good, so it would be good to include it, or some other shortest path algorithm.

## Maze Generation

A maze on a computer has two ways of being represented. One is to have a grid of cells, which can either be walls or passages. Another is to have a grid of cells which each store information about the state of each of their four walls. In this system I have decided to use the former method, as the algorithms are already complex, so I would like to keep the other aspects simple. A maze-generation algorithm involves first creating a rectangle of walls, then breaking those walls to create a grid of open passages called “cells,” in a shape resembling a waffle.
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A typical generation algorithm then has a “constructor” roam the cells, breaking walls between them until a maze is formed. The way the constructor moves around the cells differentiates the algorithms from each other and determines the shape of the maze. For example, certain algorithms will produce mazes with longer/shorter hallways, or more hallways may be horizontal/vertical. I have researched several generation algorithms which I may include in the solution. Note that all these algorithms produce “perfect” mazes: mazes where there is only 1 path between 2 arbitrarily selected points. I should also implement a generator for a “labyrinth” style maze, where 2 points may be connected by multiple paths of varying length.

* Randomized Depth-First Search Algorithm  
  Aside from the binary tree algorithm, this is perhaps the simplest way to generate a maze computationally. Starting from the entrance, the computer selects a random unvisited cell, moves the constructor into it, and destroys the wall between the two cells. If the passage is a dead end – there are no unvisited cells surrounding the constructor’s cell, the constructor backtracks until it finds an unvisited cell. This process is repeated until there are no unvisited cells left in the maze. This algorithm, while simple, tends to have a bias for long passages and little branches.  
  This algorithm can be implemented in two ways:
  + Recursive  
    A new depth-first search is started on each unvisited cell. When a dead end is reached, the depth-first search ceases, and control returns to the previous search.
  + Stack  
    The recursive algorithm, whilst efficient, can cause stack overflow issues on older computers. A stack can instead be used to create larger mazes. The route the constructor takes is stored as cell coordinates and is appended to a stack. When a dead end is reached, the constructor backtracks down the stack, removing the top coordinate each time.
* Kruskal’s Algorithm  
  This algorithm uses a list of all walls and sets each containing one cell to produce a maze with a bias for many branches and short passages. It randomly selects a wall, and if the cells divided by it are in distinct sets, it destroys the wall and joins the two cells, creating one larger set. The process is repeated until only one set remains. The mazes produced by this algorithm tend to be easier to solve.
* Prim’s Algorithm  
  This algorithm would produce mazes identical to those of Kruskal’s algorithm, but Prim’s algorithm effectively introduces weighting to walls, affecting the randomization and creating a stylistic difference. This is done by not using a list of all walls. Instead, only the walls visible to the main chuck of the maze are added to the wall list.
* Wilson’s Algorithm  
  This algorithm creates an unbiased, uniform maze, which tends to be harder to solve. This is done by using a method called a loop-erased random walk. The algorithm starts at the starting cell and starts walking randomly until it reaches the end cell. However, if at any point it runs into its own path, it will backtrack, removing any destruction of walls along the way. Once this initial path has been formed, it picks another random start cell and performs another random walk until it reaches the maze. This is repeated until all cells are visited.

## Maze Solving

A typical maze-solving algorithm works similarly to the generation algorithm, in that it has a “solver” roam the maze and take a path at each crossroad, depending on a set of rules. If the path is a dead end, it will backtrack and take a different route. I have researched some solving/pathfinding algorithms which I could implement.

* Random Mouse Algorithm  
  The most primitive maze-solving algorithm, by far. This algorithm simply proceeds down a passage until it reaches a crossroad, before making a random decision about which passage it should go down. This algorithm is simple to implement and will always find a solution, but can be extremely slow, and this is noticeable on large mazes.
* Trémaux’s Algorithm  
  This is an efficient algorithm, which, while it is guaranteed to solve a maze, may not always find the shortest route. The algorithm works by marking the entrances to the passages in the maze. When a passage is entered, the entrance is marked. The direction to take at a crossroad is decided by the marks of the passage entrances. If none of the new passage entrances are marked, a random one is picked to go down. If any of the new entrances are marked, backtrack down the entrance that was just passed through, unless it is marked twice. Going back through the entrance in this way will mark it again. This rule will always apply at a dead end. Otherwise, pick the entrance with the fewest marks. When the exit is located, the marked passages will form a path back to the entrance, but the random nature of the algorithm means it may not always be the shortest. This algorithm is fast, not too complex, and can solve labyrinth mazes.

* Maze-Routing Algorithm  
  This heuristic algorithm uses Manhattan Distance (The absolute difference between two point’s Cartesian coordinates, henceforth MD), and the idea that on a grid, this distance measurement will change by exactly 1 when moving to a neighbouring cell. This algorithm can find paths between not only the entrance and exit of the maze, but even just any two points, with little information. It can also detect whether the maze is unsolvable. However, it may not find the shortest path. The algorithm works by first deciding if there is a productive path, based on comparing the current MD with the MD of a path. If the path is productive, take it. Otherwise, the algorithm will turn either left or right at a given crossroad, by determining which direction would best fit onto an imaginary line drawn between the start and exit cells. This process is repeated until the current and exit coordinates are the same.

* A\* Pathfinding Algorithm  
  A\* is a complex algorithm for finding the shortest path between the entrance and exit. Put simply, it creates a tree, with branches representing paths through the maze, and extends each branch by 1 cell until the exit is reached. The algorithm uses complex maths to determine which path to extend on each loop, using MD and a cost system to select nodes in a priority queue. This algorithm is complicated in design but will always find the shortest path, even in a labyrinth maze.

## Networking

There are three ways of creating a server in a way that works in my solution. One is using a server object, and a console app which references this object, listening for requests to use its functions across an open network port. Another is to use sockets to handle requests rather than a server object, which compresses the server into a single project but may be more complex. I could also use gRPC’s C# implementation, which operates across 2 separate projects (a client and server) using shared protocols defined in proto3-based files. This would retain the complexity inherent to a network environment whilst not introducing deprecated features into the project.

# Requirements

1. The Windows Forms client app which the user will interact with.
   1. The ability for the user to customize their request for a maze with several parameters.
      1. The ability to change the maze generation algorithm used to make the maze.
         1. An implementation of an algorithm to make perfect mazes with a bias for long corridors and low branching.
         2. An implementation of an algorithm to make perfect mazes with a bias for short corridors and high branching.
         3. An implementation of an algorithm to make unbiased perfect mazes with a uniform distribution of branches and corridor lengths (a uniform spanning grid).
         4. (Optional) Add more algorithms by which the user can select and generate mazes.
      2. The ability for the user to select the width and height of the maze they generate, measured in cells.
         1. A width parameter which changes the horizontal cell size of the maze.
         2. A height parameter which changes the vertical cell size of the maze.
      3. The option to remove a user-specified number of walls in the maze, allowing for a performant solution of generating uniquely styled labyrinth mazes.
   2. The ability for the user to allow the server to solve the maze after it has been generated.
      1. An implementation of a simple algorithm for performant solves.
      2. An implementation of the Maze-Routing algorithm allowing for shorter-path solves.
      3. An implementation of any shortest path algorithm, such as A\* or the First-Breadth Search algorithm allowing the user to find the shortest possible path in a labyrinth maze.
   3. The ability for the user to request a maze to be generated by the server with their selected parameters, and have it be returned to their client on completion.
   4. A button on the client available post-generation allowing the user to request a solve of their maze.
   5. A screen on the client which displays the current maze after receiving it from the server.
   6. The ability for the user to navigate the displayed maze pre algorithmic solve and attempt to solve it themselves.
      1. Navigation controls mapped to buttons on the keyboard.
      2. Buttons on the client interface which allow navigation.
   7. The ability for a user to save their generated maze.
      1. If the login system is completed, this should save the maze to the server database. Otherwise, this feature will be a local download.
   8. (Optional) A section of the client which uses the Windows Forms Graphs library to display a user-specified graph of information stored in the server database.
      1. This aspect should allow the user to see personal stats, as well as global stats if the login system is completed.
2. The Console App server which will handle the backend operations of the system, such as maze generation, solving, and database handling.
   1. A database structure storing statistics and login information, as well as storing saved mazes.
   2. A console interface which logs requests.
   3. Services to facilitate logging in.
   4. Services to facilitate registering a new user.
   5. Services to facilitate database management.
      1. Saving/loading mazes on request.
      2. Organize global and user times.
   6. Services to facilitate getting data from the server database.
      1. Fetching user stats.
      2. Fetching global stats.
      3. Fetching saved mazes.

# Modelling

As a prototype of a potential solution, I have created a small client-server network via gRPC to see how the project may be structured.

![](data:image/png;base64,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)The structure of the overall solution is split into 2 projects when using gRPC. The server contains a Protos file, containing files which document the format in which data will be transferred for a certain service. These are referenced in an item group in the project file so the objects defined can be generated for use in services. It also contains a Services folder, which contains programs defining the logic of how that request data will be handled and sent back to the respective client. These services are mounted to the server in the main Program.cs file.

I have created a simple Windows Forms test client to test if the test server will be able to contact a graphical client.
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This is a call to the server, requesting its “AddNums” service. We establish a connection to the server across a predefined port (here, 7131), and create a clientside request. We pass the server the “Numbers” request object defined in the protocol and await its reply. We then display the data in the reply object to the client’s form.

The solution could use a similar principle, albeit with much more complexity, with many more services and calls.[[1]](#footnote-1)[[2]](#footnote-2)[[3]](#footnote-3)

Design

# Implemented Packages

## gRPC Packages

gRPC is built across 4 packages:

* Grpc.AspNetCore is for the server.
* Google.Protobuf is for the client.
* Grpc.Net.Client is for the client.
* Grpc.Tools is for the client.

I have chosen to build the network using gRPC. This significantly changes the style of the solution. The system will be implemented via 2 separate projects: a client and server. A protos folder containing protocol files will be shared between these projects so the client and server know which services are available, and what the proper request/response objects for these calls are. The server will additionally have a folder defining classes for each of its services, with each protocol file requiring its own class. These classes are mapped to the server when it is run.[[4]](#footnote-4)

## Json Parsing

I will implement Newtonsoft.Json in my project to facilitate the transfer of objects across the network. In gRPC, data is wrapped in a collection defined by a protocol file to be sent across the network. However, these protocol files only support simple data structures, so to share Maze-derivative objects with the server I will have to parse them into a Json format first. I can use the JsonConvert class from this package to convert these. However, I will have to implement rigorous error handling, particularly for deserializing Json objects, as the object may have null components if inappropriate access modifiers are used for properties.

In addition, Json parsing in this way should allow me to make the client even more lightweight: both the client and server will use the Maze, Coordinate, and all child classes, but only the server will need to call their functions, which are purely to build the maze. Therefore, I should not need to provide the client with anything but the class’ properties to build the Json object.

## Database Management

I plan to use the System.Data.SQLite package to manage the databases used in the system. The database file itself can be stored on the server only; if the user needs data from a table, it can be accessed in a controlled way via a network request from their client. Additionally, this package allows the use of a tag system when creating an SQL command, helping prevent SQL injection attacks when using parameterized SQL with user input, such as storing login information.

## Data Visualization

Since the System.Windows.Forms.DataVisualization chart system is deprecated in the version of C# I am using, I shall implement this package[[5]](#footnote-5) to restore the feature so I can display global stats to the user.

# Entity-Relationship Diagram

|  |
| --- |
|  |

This is the structure I have chosen for my data management. When the user creates an account, a record in the User table will be created for them, with a unique UserID. See the security section for comments on password storage and the Salt field. The trigger CreateUserStats will be set up so that a record in the UserStats table will be initialized for that specific user, by referencing their UserID. When the user saves a maze to the server, a new record in the Mazes table is created, with a new MazeID to allow mazes with the same name. It will also reference the UserID of the creator of that maze, allowing only the user to see their own mazes. The GlobalStats table does not reference any other tables as it has no key: It serves as a permanent data store for statistics across the userbase.

# Data Structures

## Coordinate Class

|  |
| --- |
| Coordinate |
| -xPos : int -yPos : int  +XPos : int  +YPos : int  -visited : bool  +Visited : bool |
| +Coordinate(int : xPos, int : yPos) +GetCartesianCoordinates(Maze : maze) : Tuple<int, int>  +GetManhattanDistance(endPoint : Coordinate) : float |

The Coordinate class will be used whenever coordinates are necessary within the program. Most algorithms will utilise a stack of coordinates, adding new coordinates to the stack and popping the top value to backtrack.

The Coordinate class is useful since it allows more flexibility than just using tuples or similar data structures to store coordinates. A tuple can only store the two integers for example, but the coordinate class allows the code to get information from the object, which may simplify the more complex solving algorithms.

The private properties xPos and yPos will store the positions of the cell in a 2D array – this means that the Y coordinate will start at the top of the 2d grid and increase as you move down. I am therefore adding the GetCartesianCoordinates method to obtain traditional coordinates to a grid cell, which some solving algorithms will require. It needs to take an argument which contains the current maze in order to compute this. The public properties XPos and YPos will act as read-only accessors to their private counterparts using the get{} keyword in C#. This will allow coordinates to be initialised at creation, but not be accidentally changed afterward. The visited property is useful for some generation algorithms which need to remember if a certain cell has been visited. The method GetManhattanDistance will return a floating-point value equal to the Manhattan Distance between the coordinates of the Coordinate object and Coordinate argument, which will be useful in more complicated algorithms such as Maze-Routing or A\* pathfinding.

## Maze Class

|  |
| --- |
| *Maze* |
| -mazeActualWidth : int  +MazeActualWidth : int -mazeActualHeight : int +MazeActualHeight : int  -mazeCellWidth : int  +MazeCellWidth : int  -mazeCellHeight : int  +MazeCellHeight : int #mazeWalls : bool[,]  #mazeCoordinates : Coordinate[,] |
| {abstract} +initMaze() : void {abstract} +buildMaze() : void  {virtual} #cellVisited(cellPos : Coordinate) : bool |

The abstract class Maze will be the parent class of all maze types added and should streamline adding new maze types to the program. It provides essential properties for mazes and forces its subclasses to implement buildMaze.

The first 8 properties will hold the integers representing width and height, measured in array dimensions and number of cells, privately with read-only public access. The 2D array mazeWalls will hold the structure of the maze with booleans representing whether a cell contains a wall. I am using booleans since using char or string would make the maze files bigger and may affect network speed. Also, the maze will be displayed in a Windows Forms GUI so using letters would not add any extra utility to the program. I may also implement the 2D array mazeCoordinates as an array of Coordinate objects, as some algorithms may need the ability to always track the position of cells. The abstract method initMaze will be used to initialise the mazeWalls array with the pre-built maze structure, whilst buildMaze will implement the generation algorithm. The method cellVisited will query if a cell has been visited - with most algorithms this means if it still has 4 walls, but I am making it virtual in case any algorithms need their own definition.

## Hierarchy Charts

|  |
| --- |
|  |
| This is how the abstract class Maze would be implemented. Since the mazes I implement will inherit from Maze, they are forced to provide function bodies for the 4 abstract functions, and therefore all mazes must provide standardized output. Almost every algorithm in the entire solution implements Coordinate in some way, which I have shown here. Each class that defines an object which will be sent over the network must |
|  |
| Similarly, each SolvingAlgorithm is forced to implement the SolveMaze function by the abstract class SolvingAlgorithm. |

# Key Algorithms

## Generation Overview

The Maze abstract class means that, whilst the generation methods will be different, they will all have the same output: a 2D array of Booleans which represent the maze. Hence, each algorithm will be at its simplest level some way of manipulating the Coordinate system and the MazeWalls 2D array structure to create a maze. This standardised form is good since it should allow new algorithms to be easily implemented and added.

## Solving Overview

The abstract class Solving requires each solving algorithm to return 1 standardised output: a List of Coordinates which represent the solution to the maze. Therefore, in much the same way as generation, each solving algorithm will at its core be some way of interpreting and manipulating the MazeWalls structure and Visited Boolean of indices of MazeCoordinates respectively, in order to produce this List. The standard form should allow me to write less code to visualize the solution on the user interface.

## Initializing the maze

Whilst some algorithms may start with a grid full of walls, most maze generation algorithms will start with a waffle grid. This is the pseudocode for generating this waffle.

|  |
| --- |
|  |

First, the actual dimensions of the maze are calculated from the user input of cell dimensions. The mazeStructure array is then initialized with these sizes. Then, each cell is iterated through and is defined as either a wall or passage, with False representing passages and vice versa.

## Depth-First Generation

### Recursive Implementation

This algorithm takes the waffle and carves a perfect maze into the array. It uses recursion to backtrack through the passages it carved if a dead end is reached via the system call stack.

|  |
| --- |
|  |

A random cell in the waffle is passed to the subroutine as an argument. This cell is marked as visited. Then a list of all unvisited cells neighbouring the current cell is obtained. The pseudocode checks if the cell north, east, south, and west is visited. If it is not visited, it adds it to the list. I am adding 2 instead of 1 to the coordinates as I need to check the next cell, not the wall separating them. Next, a while loop is entered if there are unvisited neighbour cells. The algorithm picks a random cell from the list and destroys the wall between the current cell and the randomly selected one. The subroutine is then called recursively on the randomly selected cell. When a dead end is reached, the size of the list will equal 0, so the while loop will exit and control will return to the previous iteration of buildMaze, effectively using the call stack to backtrack until an unvisited cell is found.

### Stack implementation

The recursive algorithm is short and powerful but may exceed the maximum limit on recursion depth if the maze is too large. In the worst-case scenario, the algorithm will be called on every cell in the maze. If I run into issues with this, I may use an alternate implementation with an explicit stack of coordinates and a constructor which roams the maze, which has a less strict size limitation.

|  |
| --- |
|  |

A random cell is passed to the subroutine. The constructor is set to that cell and the constructor’s position is added to the stack. The number of unvisited cells in the maze is then calculated. Then, while there are still unvisited cells in the maze, the constructor checks if there are unvisited cells around it. If there are, then it picks a random one and travels to it, destroying the separating wall, adding its new position to the stack, and reducing the number of unvisited cells in the process. If, however, the constructor has reached a dead end, it backtracks down the stack until it finds an unvisited cell to enter. Eventually the constructor will have visited every cell and carved out a perfect maze in the process.

## Wilson’s Generation Algorithm

|  |
| --- |
|  |

This is an implementation of Wilson’s algorithm. Representing the logic as a flowchart is much neater than in pseudocode due to the large amount of data handling per step.

## Depth First Search Solving Algorithm

This is an easy to implement solving algorithm which find a solution, but it may not be the shortest one in a labyrinth-style maze. It is almost identical to the random mouse algorithm but uses the visited feature in the Coordinate class to make sure the solver never goes back down an already explored passage.

|  |
| --- |
|  |

Here, we start at the entrance. We get all the unvisited neighbour cells of the solver. If there are some, we go to the first one and mark it as visited, adding it to the solution in the process. By visiting the first one repeatedly, we essentially hug the left wall of the maze until an exit is found. However, this algorithm will not get stuck as we cannot loop due to marking cells as visited; if we find no unvisited neighbour cells, we backtrack down the solution stack. When the solver’s position is on the exit, we can return the solution stack, which will be a list of coordinates making up the final path the solver took to reach the exit.

## Maze Routing Solving Algorithm

With consideration of the Coordinate class’ implementation, I can implement this algorithm in a slightly different way to that described in the Analysis. I can have the algorithm never fail to find an improvement on its Manhattan Distance by implementing backtracking. The algorithm will have three states: Moving, Backtracking, and Trying Paths. Every update, the number of unvisited neighbour cells will be checked. If there is 0, backtrack: this behaviour replaces choosing based on which path best fits a line, as the algorithm would not normally have stack-based backtracking built in – it would just turn around. If there is exactly 1, it must be on a corridor, so continue moving down that corridor. If there are more than 1, it will try paths – in sequence, it moves down each path until it comes to a second crossroad, where it measures the Manhattan Distance between its current location and the maze exit. By doing this for each path, it can ascertain which path is likely the most productive, and so it will choose that one to proceed down. This will produce a good, but not perfect, solution.

# Security

Since I am implementing logins on a client-server network, I will need to implement some form of password obfuscation to prevent data theft; whilst no important data is stored on this database, the risk of a user choosing a password that is the same as their password on another platform is present and may turn the platform into a medium of attack for a malicious user. I plan to implement a password hashing algorithm, so the server never stores the passwords in plaintext.

## Data hiding

I plan to implement the PasswordChar feature into my user interface, so when the user is entering their password, it will be hidden by the standard dot character.

## Password Hashing

The PBKDF2 algorithm is built into C# and allows me to easily hash a password without the use of an external package. When the user has typed their password and requested a registration from the server, their password will be hashed and converted to hex/base64 so it can be sent as a string. In this way, the plaintext password will never be exposed from their local machine, and only ever the hash will be sent across the network and stored in the database, so it should be unintelligible to a malicious interceptor.

## Logging in

When logging in, the password the user entered on the login screen should be hashed on their local system and sent to the server. The hashes can then be compared using a fixed time comparison, which means that the state of the central system cannot be determined by the rejection time of a password (this could otherwise be used to guess how the password was hashed more easily). If the hashes are the same, the login should be correct, so the user is allowed access. Otherwise, access should be denied with a message that does not indicate what credentials were wrong.

## The Salt Field

The term “Salt” is used to describe a randomised string of characters appended to a password before it is hashed. This allows the same password to be hashed differently each time, increasing security somewhat. When logging in, if we hash the login password with the same salt as the original, we can get the same hash. I plan to store the hash in the login database alongside the salt to do this, but it is possible to extract the salt from the password if you know its length and encoding – I will not be doing this for the sake of more readable code.

# User Interface

|  |
| --- |
|  |

This is a first look at a potential user interface. I have added boxes, allowing the user to specify the parameters of the maze to request it. The box on the right holds a Table Layout Panel. I can use the CellPaint event of the panel to paint specific cells on the grid. However, I may have to have a dynamically sized form rather than a strictly sized one as pictured, since certain widths and heights cause small pixel errors which build up across cells, creating a large blank row and column across the bottom and right of the display. Additionally, high cell counts can make the cells too small. Both of these issues would be fixed by dynamic sizing.

Technical Documentation

# Program Flow and User Interface

|  |  |
| --- | --- |
|  | The client opens with a login interface. The user can enter a username and password. The password will be hidden by the dot character.  The user can also register a new account with the server by using the Register link. |
|  | Clicking the register link will open a new form which allows the user to enter new login credentials. There are several checks on the username and password to confirm they are suitable before the user will be allowed to register (See “Logging In and Registering” for details). |
|  | After registering an account, the register form will automatically close and the login form will refocus. Pressing Login will initiate the verification process (See “Logging In and Registering” for details). |
|  | This is the main window of the system. The window has several features. The selection boxes and number selectors on the left allow the user to select the parameters of the maze. Filling in all boxes whilst being connected to the server will unlock the Request Maze button which will send the information to the server where a maze will be generated (See “Maze Generation” for more detail.) Alternatively, by pressing Get Mazes, the selection box below the button will be populated with mazes the user has saved to the server. The user can load or delete the maze from the server with the relevant buttons. The panel on the right hosts dynamically generated charts showing local and global statistics for best times and mazes generated. |
|  | Here is the main form populated with data. The Request Maze button is now unlocked since each parameter has been filled in. Clicking the button will send the parameters to the server and a maze will be passed back to the client, being displayed in a new form. |
|  | Here is the Display form. The user can use WASD controls or the onscreen buttons to move the blue square through the maze. If they do this, a timer will start and be displayed, stopping when they reach the end of the maze. The Close button will then be unlocked, allowing access to the parameter form. The user can also use the selection box to select the algorithm they would like to request a server solve with. Pressing request solve will send the maze to the server which will send a solution back to the client before displaying the solution. The user also has the option to name their maze for a server save, or save it locally, which will open a File Explorer window where they can choose where to save the formatted image. |
|  | Here is the display form after requesting a solve using the Maze Routing algorithm. The solution is displayed with a purple line. The user can no longer attempt a manual solve. The close button has been enabled. Closing the window will refocus the parameter window and allow the user to begin the process again. |
|  | In the background, the server has been open the entire time. It logs all requests made to it in the console window. The client has exception handling on all server requests, since if the server closes unpredictably, there will be an unavoidable error which needs to be appropriately handled. (See “Network Exception Handling” for more details). |

# Project Structure

|  |  |
| --- | --- |
| Client | Server |
|  |  |
| The client’s code is mainly held within its form codebehind files. The Maze and Maze-derivative files it has contain only properties and [JsonConstructor] tagged constructors since they only need to build objects from the property structure to be read and displayed. This keeps the client lightweight. The client has a copy of every protocol file so it can send and receive the appropriate objects across the network. The client also makes use of a static class Globals (See “Global Variables” for more details.) | The server has many features in its extensive solution. It contains a folder of every protocol file so it can communicate correctly with clients. Each of these protocols have a dedicated service script in the Services folder, defining the management of the data in these requests, and what is sent back to the client. It also contains both the launchSettings.json and the appSettings.json files. These define how the server behaves (such as what port it operates across, whether it logs messages, what network protocol it uses, etc). It also contains the full definitions of all Maze classes and has the Solver and Solver-derivative classes, unlike the client. The server does not make use of global variables. |

# Techniques Used

## Network Exception Handling
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Here is an example of how I have managed unpredictable server errors. When we make a network request, we can attach a deadline to it by providing a time: I have provided the current UCT time + 3 seconds for all deadlines, essentially forcing an exception after 3 seconds of server inactivity. Since we are turning an unpredictable server error into a predictable and specific error, we can catch that specific error by checking for the DeadlineExceeded status code, which is thrown when the deadline for a server request is exceeded. In the catch block, I have a procedure which is called whenever there is a server error that outputs an appropriate error message to a label on the form, as well as locking up buttons that interact with the server until a connection is re-established.

## Multithreading Exceptions

The code in my forms has many async and multithreaded methods. In a multithreaded form, threads cannot access objects from other threads without invoking a subroutine that interacts with it by proxy. However, the thread does not know when an object has been disposed, such as when a form closes, so an unpredictable error is thrown when trying to invoke access to a disposed object. Since this error causes no issue if it is ignored, we can stop a client crash if we specifically catch the ObjectDisposedException without handling it.

## Global Variables

See page 69 for the Globals.cs code.

Since excessive use of global variables makes code less robust, I have limited my usage to constant variables only. Furthermore, all global variables are prefixed with “g\_” to differentiate them from local variables. The only 2 non-constant globals are the username and userID, since these cannot be defined in the code as the system has many users. These are updated to the correct values at login and only read from afterwards. The version string is used to update the name of each form with the current client version. It is purely aesthetic but could have use in managing client updates. The cellWidth and cellHeight variables store the pixel width and height of cells in the maze, so the dynamically sized display form can autosize correctly. The keysize and iterations variables are used in hashing passwords (see “Logging In and Registering” for more details).

# Server Protocols

## Proto Files

See page 63 for the protocol files.

Protocol files end in the extension .proto and have their own language and syntax to define a service which operates across the network and the related request and response objects the service uses. The files have a set structure: first, the syntax is set. All my protocols are written in the proto3 syntax, so the top line of every file will set this. Next, the namespace the protocol will be implemented in is set. My project uses the Server namespace and Client namespace, so all my protocols are passed the Server namespace. Next, the service is defined. The service can contain many operations, represented by the rpc keyword. The operation is made up of the method name, the request object name, and the reply object name. Once all the operations have been defined in the service, the request and reply objects must be defined with what data they carry. This is done using the message keyword followed by the object name. Within the braces each variable is defined using a simple data type and an identifier. The number assigned to them is the order in which they must be passed to the collection when creating a request. Some of my protocols do not need to return a reply message to the client since they happen discreetly, such as incrementing stat values. In this case, you can import the google/protobuf/empty.proto, which when set as the reply object in the rpc definition, allows you to create a void network service. Once these protocols are defined, they must be integrated into the project to allow the service code to be written (See “Project File References” for more details).

## Project File References

See pages 110-111 for the client and server project files.

Since protocol files generate obfuscated code to facilitate the low-level transfer of data across the internet, they need to be referenced in the project file, so the compiler knows to create these files when the project is built. This is done by including the path to the file in a protobuf element within an itemgroup in the project file.

# Data structures

## List

See page 108 for this implementation. My list is a generic implementation that manipulates arrays to store data.

## Queue

See page 109 for my implementation. My Queue is implemented as a circular static data structure.

# Algorithms

## Database Management

### General information

Across all SQL commands, I have implemented the same techniques.

* I have used the using keyword on all SQLite objects, so they are properly disposed after use, preventing memory leaks.
* I have used the @ symbol before all SQL commands to make them into multiline verbatim string literals. This allows me to put each component of the SQL command onto a new line, vastly increasing readability.
* I have used the tag system to manually add parameters rather than interpolating them in. This helps prevent SQL injection attacks.

### Table creation

See pages 100-103 for the table creation scripts.

I have used the pragma command to turn foreign key constraints on. This means that SQL commands that would cause the primary and foreign keys across 2 tables to become mismatched are ignored.

The GlobalStats table records 3 pieces of information for each time: an integer time in milliseconds, a string display time, and the username of the user who set it. The latter 2 are used in displaying the best times on the client. The millisecond time is used in a serverside algorithm which orders the times, which would be made harder if the times were formatted strings instead.

### Triggers

See page 102 for the trigger body.

My database uses 1 trigger: CreateStatsRecord. The trigger creates a record in the stats table when a user registers a new account and fills it with default data. It also sets the userID of the record to be the userID of the new user. This is necessary since the stats record is not otherwise automatically created when the user registers, so many of the stat related services would break.

The code below this is similar: we need exactly 1 global stat record, so the SQL checks if there are any records in the GlobalStats table, and only adds a record if there is one. This record is filled with default data when it is initialized.

## Maze Generation

See page 104 for the standard implementation of InitMaze.

The InitMaze algorithm is called first to prepare the array of walls for the generation algorithm. The first thing it does is properly initialize the MazeWalls and MazeCoordinates arrays. This is because to allow the user to enter odd numbered widths and heights, the parameters entered are the widths and heights in cells. To convert this to the actual array dimensions, we put both into the same formula: 2n+1, where n is the cell dimension. The + 1 represents the first wall. The 2n then represents that for every cell requested, we add a passage and a wall.

The arrays are then looped through. Open passages should only be on coordinates where both the X and Y position are odd, so the if statement uses the mod operator to check this. All other cells are initialized as walls. A Coordinate is also created for each cell and added to the MazeCoordinates array. In this way, the waffle shape required for generation is created.

### Recursive Backtrack Algorithm

See page 104 for this algorithm.

The recursive backtrack algorithm uses the call stack as a method of backtracking through the maze: the top coordinate on the call stack is the current position, and if there is no unvisited neighbour cell to move to, the top function call on the stack finishes, so it is essentially being popped off the stack and the current coordinate is the previous cell.

The algorithm first sets the current cell to be visited. It then initialises a list of all unvisited neighbour cells via another function. The GetUnvisitedNeighbours function checks for each of north, south, east, and west, first if accessing the cell would throw an index out of bounds error, and second, if it is visited. If it is accessible and unvisited, it is added to the list. If the list is empty, the constructor has reached a dead end, so the function does not enter the loop and the subroutine ends here. If there are cells, the while loop begins. If there are cells that are not visited, the constructor picks a random cell from that list of cells. It then destroys the wall between it and the target cell by averaging their X and Y coordinates. It removes the target cell from the list and calls the BuildMaze function on the target cell. In this way, every cell in the maze is visited before the call stack is empty.

### Growing Tree Algorithm

See pages 96-97 for this algorithm.

This algorithm is unique since it does not make use of the Visited flag. It instead manages 2 lists of coordinates to decide where to go.

Firstly, the 2 lists are initialized and a random cell in the maze is selected to be the starting point. It is added to the list of “active cells”. An active cell is one which is on the border between visited and unvisited cells. Now the algorithm has 1 active cell, it will not end until there are no active cells, which will only happen when there are no unvisited cells left in the maze. The constructor cell is randomly picked from the list of active cells. Then, a list of that cells unvisited neighbours is fetched: here, this is a list of neighbouring cells not in the list of active or visited cells. If there are neighbours, a random one is selected as target. The wall between the constructor and target is broken by removing the wall at the average of their x and y positions. The target cell is now an active cell, so it is added to the list. If there are no neighbours, the cell must no longer be active, so it is removed from the active cell list and added to the visited list. Now, the process repeats, picking a new active cell and moving to its random neighbour, until all active cells have been exhausted.

### Wilson’s Algorithm

See pages 106-108 for this algorithm.

This algorithm uses randomized loop-erased walks (henceforth RLEW) to produce a uniform spanning grid – the maze will be completely unbiased in the length and number of its corridors.

To account for the fact that the constructor breaks no walls until the end of the RLEW, the definition for unvisited in this algorithm is a cell with all 4 of its walls intact. The Visited property is still used, but it now marks cells that are currently a part of the maze and assists in removing loops during the RLEW.

During InitMaze, as well as generating the waffle, a list of all coordinates in the maze is initialized.

The first RLEW is slightly different to the rest, as it always walks from the start Coordinate to the end Coordinate. A list of Coordinates, Path, is initialised and the constructor, starting at the start Coordinate, is added to the list. Then, while the constructor is not at the end Coordinate, it randomly moves around the maze, adding each cell it moves into to the Path and marking it as Visited. If it moves into a Visited cell, it has looped, so it begins backtracking, unVisiting all cells it backtracks through until it reaches the Visited target cell. This erases the loop. When the path eventually reaches the end Coordinate, the Path list is iterated through, destroying all walls in the path. Then, each coordinate now in the maze is removed from the list of all cells in the maze. This is because this list will be used to pick random starting points for subsequent RLEWs.

After the initial RLEW, RLEWs are completed until there are no cells left in the cellsInMaze list. These RLEWs are different to the initial one, as they do not have a specific endpoint. They randomly walk until they reach a Visited coordinate, which must be a point in the maze. The path of this walk is then added to the maze in the same way as the initial RLEW.

## Maze Solving

### Depth-First Search

Depth first solve uses a stack of Coordinates to navigate through the maze. The algorithm is very fast but does not generate the best solution in a labyrinth maze, since it’s path can be summed up as ‘hugging the left wall’.

The solver is placed at the start Coordinate and is added to the solution stack. Its Coordinate is set to be visited. Then, it gets a list of its unvisited Neighbours by checking the Visited flag of its surrounding coordinates and if they are passages. If there are unvisited passages in the list, take the first one by moving the solver to it, adding the new position to the stack, and setting Visited to true. If there are no possible directions, the solver has reached a dead end, so it backtracks by popping the top element of the stack until there are unvisited neighbour cells. This process is repeated until the solver has reached the end Coordinate.

### Maze-Routing Algorithm

See pages 97-99 for my implementation.

My implementation of this algorithm is a heuristic algorithm that finds a good solution to a labyrinth maze. It uses a stack and the GetManhattanDistance function for Coordinates to decide which path will be the best to take.

The algorithm starts with a Coordinate solver and a solution stack. The solver is added to the solution stack and the cell is marked as visited. Then, while the solver is not at the exit, the GetUnvisitedNeighbours function is called. Here, it returns a tuple of the Coordinates of unvisited neighbours and a char representing the cardinal direction they are from the solver. If there are no unvisited neighbour cells, the solver backtracks through the maze until it lands on a cell with unvisited neighbours. If there is only one path, the solver moves to it, adds it to the solution, and marks it as visited. If there are multiple paths, the TryPaths function is called and passed the list of potential neighbour cells. In this function, each potential neighbour’s path is tried in sequence until another fork in the path is reached. At each fork, the Manhattan distance is found between there and the exit, and the bestPath tuple is updated if the distance is lower than the best path currently found. Then, once each path has been tried, the path direction of the most productive path found is returned. The main solver then moves down this path. This whole process is repeated until the maze is solved.

### Breadth-First Search

See 94-95 for my implementation of this algorithm.

My implementation is a method of finding the best path through the maze. It tries many paths in sequence via a queue structure called ActiveCells. When the algorithm reaches a fork, all new unvisited neighbour cells are added to this queue and extended in sequence. This creates a list of many paths, and the shortest one is returned to the client upon completion of the algorithm.

First, a tuple of 2 Coordinates is defined, with the first item being the current cell and the second being the “parent” cell: this is the cell that the current cell was reached from. The algorithm then gets a list of the unvisited neighbour cells to the current cell – as well as unvisited being defined by the Visited flag of a cell, here the algorithm counts any cell in the Path list as visited, so if the algorithm tries to extend one path into another, it knows that path must be shorter since another path reached the same cell in less time, so it can terminate that path. Each of these neighbour cells are added to the queue of active cells and to the path list. This means that if no neighbour cells are found, no active cells are added for that cell, so its path terminates there. Note that active cells and paths are added as tuples with a reference to their parent cells, since once the algorithm is completed, another is called to construct the solution from the path list.

|  |  |
| --- | --- |
| SOURCE: https://en.wikipedia.org/wiki/Breadth-first\_search | This is essentially what the algorithm has done so far: it has mapped out each cell with a reference to the cell which precedes it.  Now, the GetSolution algorithm runs. It finds the path element where the cell is the exit cell. From there, it adds Coordinates to the solution by backtracking through the joined map of the graph it has created, until the entrance is reached. |

## Logging in and Registering

See pages 91, 93, 77-78, 82-84 for the implementation of these features.

When the user presses the Register button on the registration form, their credentials are not immediately sent to the server. First, their credentials are checked:

* The server is queried as to whether the username is taken.
* The password length is checked.
* The password is checked for special characters using Regex. It must contain at least 1
* The password is checked if it matched the Confirm Password box.

The credentials are processed only if these checks are passed. The first step to processing the credentials is hashing the password. We call the HashPassword subroutine [[6]](#footnote-6)to do this. The salt is randomly generated with a length defined by the keySize global constant. The hash is then produced by the PBKDF2 algorithm with a number of iterations defined by the iterations global constant. This hash is then passed to the server as a hexadecimal string, as well as the hexadecimal conversion of the salt. The hex conversion is necessary as the hash and salt are both byte arrays, which are not supported types in the protocol files. The server creates a new record for the new user and stores their username, password, and salt under a new userID.

When the user attempts a login, the username and password entered are sent to the server’s LoginHandler service. The server uses SQL to find the stored password and salt hashes associated with the entered username. It then hashes the password it received using the same salt and algorithm parameters. It compares the hashes using the FixedTimeEquals method, so the state of the server cannot be guessed via the length of time the comparison takes. If the hashes are the same, the user is granted access and the clientside globals username and userID are updated. If the credentials are incorrect, the message “Username or Password incorrect!” is displayed. The message is ambiguous so the user cannot guess usernames and passwords and get information from it.

## Client-Server Interactions
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Here is an example of a client call to the server. There are 3 steps to making a server call, and these are the same regardless of which service the client is requesting. Firstly, a communication channel is established with the server, using the address specified in the server’s launchSettings.Json file. The using keyword is used so the channel is properly disposed after use, to avoid memory leaks. Next, using the channel, the service to request is specified. Finally, the client calls the function of the service, passing in the request object with the relevant parameters. The await keyword is used here, and the method encompassing this code is an async method. This is because the time the server will take to receive, process, and transfer the data is uncertain, and we don’t want the client interface to hang while it is waiting. The async and await keywords allow the user interface to be interactive whilst the server manages data.

## Other Algorithms

These other algorithms are to do with managing the form interface.

### Connectivity Status

See page 78 for this algorithm.

This algorithm updates the label that notifies the user whether they are connected to the server. It has a polling rate of 10 seconds to not overload the server with requests. It uses multithreading to not lock up the main form, since it calls a while true loop. To do multithreading, an async lambda function containing the code we want to be ran is passed to the work item queue of the thread pool. In this code is a network call that tries to ping the server. If it manages to ping the server, another lambda is invoked which updates the label to tell the user they are connected. It also updates the Request Maze button so the user can send mazes. If the server fails to respond by the deadline, the HandleServerError method is called. A second catch block is required due to the unpredictable nature of the ObjectDisposedException (See “Multithreading Exceptions” for more detail). The loop then sleeps for 10 seconds before repeating.

### Setting the Size of the MazeDisplay Form

See page 73 for this algorithm.

The private function SetDisplaySize is called on the load event of the MazeDisplay form. This function handles the dynamic sizing of the said form to ensure all the buttons are visible regardless of maze size.

The width of the form is set first. This uses a ternary operator to decide whether to size the form based on the maze size or the button panel size. It calculates the pixel width of the maze plus the pixel size of the margin between the table layout panel and form and checks if this size is greater than the size of the button panel. If it is, the width of the form is set to the size of the maze and margin. Otherwise, it is set to the size of the button panel.

Next, the height of the form is set to the pixel height of the button panel plus the maze height and margin. The panel containing the maze is then sized appropriately, and placed at a point so the left, bottom and top margins are correctly sized.

### Displaying the maze in the Table Layout Panel

See page 73 for this algorithm.

Since the maze is drawn inside a table layout panel, it is effectively a grid. I have used the CellPaint event of the table layout panel to colour this grid in appropriately based off the maze object, the user’s navigator position, and the solution if applicable. There is no explicit loop necessary, since this is done by the CellPaint event: the event is called for each cell in the table layout panel, with the TableLayoutCellPaintEventArgs parameter “e” being each cell in sequence. I can therefore check if a certain condition is true, and if it is, use the FillRectangle subroutine of the cell “e” to paint that cell the appropriate colour.

If the cell contains the player, paint it blue. If the cell is the entrance, paint it red. If the cell is the exit, paint it green. If the cell is a wall, paint it black. If there is a solution, and the cell is part of the solution, paint it purple. If none of these are true, the cell must be a passage, so paint it white.

# Requirements Met

|  |  |  |
| --- | --- | --- |
| Req. Number | Requirement | Evidence and comments |
| 1.1 | The ability for the user to customize their request for a maze with several parameters. | The MazeParameter form has buttons for 5 customization options. |
| 1.1.1 | The ability to change the maze generation algorithm used to make the maze. | See 1.1: The algorithm DropDownList allows the maze type to be selected. |
| 1.1.1.1 | An implementation of an algorithm to make perfect mazes with a bias for long corridors and low branching. | See pages 104-105: The RecursiveBacktrackGeneration class is an implementation of the recursive backtrack generation algorithm, which has the relevant biases. |
| 1.1.1.2 | An implementation of an algorithm to make perfect mazes with a bias for short corridors and high branching. | See 96-97: The GrowingTreeGeneration class is an implementation of the growing tree generation algorithm, which has the relevant biases. |
| 1.1.1.3 | An implementation of an algorithm to make unbiased perfect mazes with a uniform distribution of branches and corridor lengths (a uniform spanning grid). | See 106-108: The WilsonsGeneration class is an implementation of Wilson’s algorithm, which produces a uniform spanning grid as required. |
| 1.1.2 | The ability for the user to select the width and height of the maze they generate, measured in cells. | See 1.1: The NumericUpDown boxes allow width and height selection.  See the InitMaze algorithm on pages 96-97, 104-105, 106-108: The numbers are cell heights and are translated into actual heights to allow odd numbers of cells. |
| 1.1.2.1 | A width parameter which changes the horizontal cell size of the maze. | See 1.1: The NumericUpDown box labelled Width allows the width in cells to be changed from between 2 to 80 inclusive. |
| 1.1.2.2 | A height parameter which changes the vertical cell size of the maze. | See 1.1: The NumericUpDown box labelled Height allows the height in cells to be changed from between 2 to 40 inclusive. |
| 1.1.3 | The option to remove a user-specified number of walls in the maze, allowing for a performant solution of generating uniquely styled labyrinth mazes. | See 1.1: The NumericUpDown box labelled Remove Walls allows the user to specify the relevant number.  See the RemoveWalls algorithm on pages 96-97, 104-105, 106-108: The specified number of walls are removed by this algorithm during the creation process. |
| 1.2 | The ability for the user to allow the server to solve the maze after it has been generated. | The user can select a solving algorithm from the DropDownList and press the request solve button on the MazeDisplay form. |
| 1.2.1 | An implementation of a simple algorithm for performant solves. | See page 96: The DepthFirstSolve class is an implementation of the Depth first solving algorithm which fits the necessities of this requirement.  See 1.2: The user can select the Depth First option to solve with the relevant algorithm. |
| 1.2.2 | An implementation of the Maze-Routing algorithm allowing for shorter-path solves. | See pages 97-99: The MazeRoutingSolve class is my implementation of the maze routing algorithm which fits the necessities of this requirement.  See 1.2: The user can select the Maze Routing list option to solve their maze with said algorithm. |
| 1.2.3 | An implementation of any shortest path algorithm, such as A\* or the First-Breadth Search algorithm allowing the user to find the shortest possible path in a labyrinth maze | See pages 94-95: The BreadthFirstSolve class is an implementation of the first-breadth solving algorithm, which is an implementation of a best-path algorithm. This fits the necessities of the requirement.  See 1.2: The user can select Breadth First from the list to use the relevant algorithm. |
| 1.3 | The ability for the user to request a maze to be generated by the server with their selected parameters, and have it be returned to their client on completion. | See 1.1: The Request Maze button on the MazeParameter form allows the user to send their parameters to the server, wrapped into a request object. The MazeDisplay form opens with their maze once it is received from the server.  See page 79, btn\_RequestMaze\_Click(), RequestMaze(), and ChangeForm(): This is the code that performs the stated functionality. |
| 1.4 | A button on the client available post-generation allowing the user to request a solve of their maze. | See 1.2: The Request Solve button on the MazeDisplay form provides this functionality.  See page 73, btn\_RequestSolve\_Click(): The underlying code that requests a solve from the server on pressing the button. |
| 1.5 | A screen on the client which displays the current maze after receiving it from the server. | See 1.2: The MazeDisplay form implements this screen as a dynamically sized TableLayoutPanel. |
| 1.6 | The ability for the user to navigate the displayed maze pre algorithmic solve and attempt to solve it themselves. | See pages 74-75: The code that handles movement around the maze by allowing the user to manipulate a coordinate assigned to their “navigator”. |
| 1.6.1 | Navigation controls mapped to buttons on the keyboard. | See page 76: The code that handles keyboard input. |
| 1.6.2 | Buttons on the client interface which allow navigation. | See 1.2: The 4 buttons with text set to the 4 cardinal directions via Unicode characters are set up to translate the user’s “navigator” call on click.  See page 75: The code that performs this functionality. |
| 1.7 | The ability for a user to save their generated maze. | See 1.2: The server and local save buttons implement the 2 save methods. |
| 1.7.1 | If the login system is completed, this should save the maze to the server database. Otherwise, this feature will be a local download. | The login system is completed (See tests 1-7; pages 91, 93, 77-78, 82-84), so the server save functionality is provided by clicking the relevant button (See pages 76-77). I have also implemented the local download feature for completeness (See page 76). |
| 1.8 | A section of the client which uses the Windows Forms Graphs library to display a user-specified graph of information stored in the server database. | See “Program Flow and User Interface” Row 5: The graph is initialised dynamically on request in the panel shown in the empty panel in 1.1.  See pages 80-82: The code that handles dynamic graph generation.  See page 82: The code that handles dynamic generation of a text box to show time leaderboards. |
| 1.8.1 | This aspect should allow the user to see personal stats, as well as global stats if the login system is completed | See 1.1: The “Global?” checkbox allows the user to switch between requesting personal and global stats on request, thanks to the login system.  See pages 80-81: The code that implements the checkbox Boolean. |
| 2 | The Console App server which will handle the backend operations of the system, such as maze generation, solving, and database handling. | A screenshot of the ASP Core .NET gRPC server backend. See subobjectives for details of its implementations. Note that the screenshot does display the server logging activity, but requirement 2.2 provides further proof. |
| 2.1 | A database structure storing statistics and login information, as well as storing saved mazes. | See pages 100-103: The SQL code that creates tables for this purpose. |
| 2.2 | A console interface which logs requests | See tests 2,7,8,10: The server logs all requests that it processes. |
| 2.3 | Services to facilitate logging in. | See page 91: The code that implements this feature. |
| 2.4 | Services to facilitate registering a new user. | See page 93: The code that implements this feature. |
| 2.5 | Services to facilitate database management. | See subobjectives for specific examples of database management, otherwise browse paes 84-94 for gRPC services which interact with the database. |
| 2.5.1 | Saving/loading mazes on request. | See pages 90-91, 93-94: Services which define these features. |
| 2.5.2 | Organize global and user times. | See pages 87-90: Services which define these features. |
| 2.6 | Services to facilitate getting data from the server database. | See subobjectives for specific examples of database management, otherwise browse pages 84-94 for gRPC services which interact with the database. |
| 2.6.1 | Fetching user stats. | See pages 8-87 for the service that implements this. |
| 2.6.2 | Fetching global stats. | See pages 85-87 for the service that implements this. |
| 2.6.3 | Fetching saved mazes. | See pages 90-91 for the service that implements this. |

# Models Used

|  |  |
| --- | --- |
| Complex data model in database | I have used 3 interlinked tables, which fits this criterion. See pages 100-103 or “Entity Relationship Diagram” in the analysis for the database model. |
| Hash tables, lists, stacks, queues, graphs, trees, or structures of equivalent standard | I have used lists, stacks, and a queue modelled by lists throughout the program. See page 108 for my implementation of a list, and page 96 for its use. See pages 109-110 for my implementation of a queue, and page 94 for its use. |
| Files(s) organised for direct access | I have split each of my classes into a separate file, and further organised these by sorting .proto files and server service definitions into their own subfolders for organised and direct access. |
| Complex user-defined use of object-orientated programming (OOP) model, eg classes, inheritance, composition, polymorphism, interfaces | I have used inheritance via the abstract class system, which is also analogous to interfaces. Since a Maze also contains a grid of Cells, there are examples of composition in each generation algorithm. |
| Complex client-server model | The client and server transfer varied data and parse JSON to facilitate the client and server interactions. |
| Multi-dimensional arrays | Each maze contains 2D arrays of Booleans and Coordinates. |

# Algorithms Used

|  |  |
| --- | --- |
| Cross-table parameterised SQL | Saving and loading mazes, registering and signing in, etc all make use of parameterised user input as well as the UID foreign key. |
| Aggregate SQL functions | See pages 84 and 103 for SQL queries that use COUNT(\*). |
| Graph/Tree traversal | A maze is a representation of a graph, so the solving algorithms I have implemented are all graph traversal algorithms. |
| List / Stack operations | Each algorithm utilises lists and stacks, and their respective methods for handling data in them. |
| Hashing | The login system makes use of hashing for passwords. |
| Recursive algorithms | See pages 104-105 for a recursive maze generation algorithm. |
| Complex user-defined algorithms (eg optimisation, minimisation, scheduling, pattern matching) or equivalent difficulty | Maze-solving falls under this level of difficulty. |
| Dynamic generation of objects based on complex user-defined use of OOP model | Maze and coordinate objects are dynamically generated at the user’s request. |
| Server-side scripting using request and response objects and server-side extensions for a complex client-server model | See pages 63-68, 84-94 for a group of server-side scripts. Each protocol file defines request and response objects, which are used throughout the program to service the client-server model. |

Testing

# Test Plan

|  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- |
| Test Number | Test Description | Input | Expected Output | Actual Output | Comments |
| 1 | Attempt to register whilst not connected to the server. | UN: greeg  PW: abcdef!  CF: abcdef! | Error label should provide a relevant error message after 3 seconds. | See Fig.1 | Works as expected. |
| 2 | Attempt to register an account with a server connection | UN: greeg  PW: abcdef!  CF: abcdef! | Label should inform user of success, close the form and create records in the Login and UserStats tables. | See Fig.2 | Works as expected. All subsequent tests will be run with this account in the database. |
| 3 | Attempt to register a new account with a taken username | UN: greeg  PW: abcdef!  CF: abcdef!  Database not reset from test 2. | Label should inform user that the username is taken. | See Fig.3 | Works as expected. |
| 4 | Attempt to register an account with invalid password fields | PW: abcde  Then  PW: abcdefgh  Then  PW: abcdef!  CF: xyzxyz | Label should inform the user their password is too short, then that it has no special characters, then that their passwords do not match. | See Fig.4 | Works as expected. |
| 5 | Attempt to log in when not connected to the server. | UN: greeg  PW: abcdef! | Label should inform the user that they are not connected after 3 seconds. | See Fig.5 | Works as expected. |
| 6 | Attempt to log in with incorrect credentials. | UN: greeg  PW: xyzxyz | Label should give a message indicating that the credentials are incorrect. | See Fig.6 | Works as expected. |
| 7 | Attempt to login with correct credentials | UN: greeg  PW: abcdef! | Access is granted: the login form hides and the MazeParameter form opens. | See Fig.7 | Works as expected; the login must have worked since it is logged in the server and the parameter form greets the user in the form title. |
| 8 | Attempt to generate a recursive backtrack maze with odd numbered dimensions. | Algorithm: Recursive Backtrack  Width: 25  Height: 25  Exit: Centre  RemoveWalls: 0 | The maze should generate with the given parameters. The server should log the activity. | See Fig.8 | Works as expected. |
| 9 | Attempt to solve the maze with depth-first search. | Algorithm: Depth First search | The maze should show a solution with a purple line. | See Fig.9 | Works as expected. |
| 10 | Generate a maze with the growing tree algorithm with different width and height dimensions and many removed walls. | Algorithm: Growing Tree  Width: 25  Height: 40  Exit: Border  RemoveWalls: 40 | The maze should generate with the given parameters. The server should log the activity. | See Fig.10 | Works as expected. |
| 11 | Attempt to solve the maze with Breadth-First search. | Algorithm: Breadth First search | The maze should display the best solution to the user. | See Fig.11 | Works as expected. |
| 12 | Save the maze locally. | n/a | The client should display a file explorer window and allow the user to save an image of their maze. | See Fig.12 | Works as expected – a JPEG file was saved to the downloads folder, which you can see opened in the second screenshot. |
| 13 | Attempt to save the maze to the server with no name. | [no input] | The client should display an error message stating that the name field is required. | See Fig.13 | Works as expected. |
| 14 | Attempt to correctly server save the maze. | Name: test | The client should display a message indicating that the maze has been saved. The server should log the activity. | See Fig.14 | Works as expected. |
| 15 | Attempt to generate a Wilson’s maze with minimum sizes. | Algorithm: Wilson’s  Width: 2  Height: 2  Exit: Border  RemoveWalls: 0 | The maze should generate with the given parameters. | See Fig.15 | Works as expected. The dynamic form sizing allows the MazeDisplay form to still show all buttons, even with a small maze. |
| 16 | Attempt to solve the maze with the Maze-routing algorithm | Algorithm: Maze-Routing | The maze should show a solution with a purple line. | See Fig.16 | Works as expected. |
| 17 | Attempt to load the maze saved as “test” from test 14. | Press Get Mazes. Then select the “test” maze and press Load Maze. | The maze should load from the server. | See Fig.17 | Works as expected – the maze is the same as the one shown in test 14. |
| 18 | Attempt to delete the test maze from test 14 | Press Get Mazes and select the “test” maze. Press Delete Maze and then Get Mazes again. | The client should show that it found 0 mazes, indicating that the maze has been deleted. | See Fig.18 | Works as expected. |
| 19 | Generate a small Wilson’s maze and use the keyboard controls to solve it. | WASD controls.  Algorithm: Wilson’s  Width: 5  Height: 5  Exit: Border  RemoveWalls: 0 | A timer should be displayed, which stops when the user reaches the exit. | See Fig.19 | Works as expected.  This test will be repeated 6 times to record data for statistic testing. |
| 20 | Request local times from server | Stat type: Best Times  Global?: False | The times generated from test 19 should be displayed in order. | See Fig.20 | Works as expected. |
| 21 | Request local mazes generated from server | Stat type: Mazes Generated  Global?: False | The pie chart should display W’s:RB:GT in a 7:1:1 ratio. | See Fig.21 | Works as expected. The 6:1:1 ratio is from the 1 recursive backtrack maze generated in test 8, the one growing tree maze generated in test 10, and the 7 Wilson’s mazes generated across tests 15 and 19. |
| 22 | Create another account and generate 1 recursive backtrack maze and solve it manually. Then request each stat type. | UN: greeg2  PW: abcdef!  CF: abcdef!  Algorithm: Recursive backtrack  Width: 5  Height: 5  Exit: Border  RemoveWalls: 0  WASD controls.  Stat type: Best Times  Global?: False Stat type: Best Times  Global?: True Stat type: Mazes Generated  Global?: False Stat type: Mazes Generated  Global?: True | The local best times should have only 1 time, whilst the global best times should display the times set in the “greeg” account. The local mazes generated should be 1:0:0 in favour of recursive backtrack, while the global should now show W’s:RB:GT in a 7:2:1 ratio. | See Fig.22 | Initially was throwing an index out of range error on the server code that fetches global time stats (See pages 85-87). This was due to a missing field in the SELECT section of the SQL. After this was fixed (See “Fixes”), it worked as expected.  This test proves the local and global stat services are handled properly: the screenshots prove that the local stats only show what the user generated/set, whilst the global stats show what both the “greeg” and “greeg2” users both did. |

# Screenshots

|  |  |
| --- | --- |
| Figure # | Screenshots |
| 1 |  |
| 2 |  |
| 3 |  |
| 4 |  |
| 5 |  |
| 6 |  |
| 7 |  |
| 8 |  |
| 9 |  |
| 10 |  |
| 11 |  |
| 12 |  |
| 13 |  |
| 14 |  |
| 15 |  |
| 16 |  |
| 17 |  |
| 18 |  |
| 19 |  |
| 20 |  |
| 21 |  |
| 22 |  |

# Fixes

|  |  |  |
| --- | --- | --- |
| Test Number | Code with error | Fixed Code |
| 22 |  |  |

Evaluation

# My Thoughts

## Login System

I feel that I have implemented a good login system for the scope of my project. The login system as it is provides a flexible way to link data to a specific user via their userID, which I have already used extensively throughout the project. I think the security is strong enough for the complexity of the system – if the system were to be expanded into a wider puzzle system such as my client’s, a more robust password storage system might be advantageous. This could be implemented by adding 2 Factor Authentication via APIs, or using a hash table so password hashes are not aligned with their respective user. I think that my implementation of registering an account is fast and easy, which is appropriate for my solution as it is only operating over a LAN network. However, if it were to be expanded to operate over a website for example, it might be desirable to add more features to registering, such as an email field, using a mail server to send confirmation emails, or a security question for password resets. Finally, the option for the user to delete their account could be implemented easily. The SQL “ON DELETE CASCADE” could be used in database creation commands so when a user’s account is deleted, perhaps with confirmation/security requirements implemented with the methods discussed, the relevant fields in other tables are also deleted, removing redundant data.

## Network Functionality

I think the network implementation with gRPC was the strongest choice for my network. The protocol file system allows new services to be defined without interfering with the current network operation, and the ability to control which services are mapped to the server allows controlled testing of new services. Additionally, I think the speed is suitable for the maximum 150-person load. Considering that most of the time only a fraction will be using the software, and that the services tend to complete quickly (See test 10, figure 10: building a maze took 26ms), even if many requests were sent through at once, the server could handle it. The three second deadline on each server call I have implemented allows ample time for even the slowest architecture to support the server. gRPC does support webservers, so adding fully online functionality to the server rather than LAN operation is possible with some changes, but the deadline on server requests might have to be altered to allow for the extra latency caused by the change. However, the REST system is much more commonly used for exposing online services, so it could also be an option to port the system to this instead.

## Algorithms

I believe I have chosen a suitable variety of algorithms for my system. The generation algorithms provide a variety of complexity and looks to fully demonstrate the capabilities of the system: recursive backtrack creates simple mazes with long corridors and sparse branches, growing tree is the opposite, generating many branches of short corridors, and Wilson’s algorithm generates a uniform graph. These algorithms not only provide visual variety, but also technical as well: Their different generation algorithms allows the code to demonstrate how adding a new algorithm to the main generation service can be done in a different sequence of steps depending on the algorithm (See page 92). The solving algorithms are similar in their variety: depth-first search is simple and fast, the maze-routing algorithm is a good middle-ground algorithm, and breadth-first search is slower but finds the best path. This algorithmic variety helps showcase the capabilities of my OOP model. Adding new algorithms is simple, as they can be tested in a separate environment, then added to the server thanks to the abstract class standardizing its output. Adding new algorithms to the server is as easy as adding new cases for them in some switch statements.

## User Interface

I think the UI for the system is ok, but somewhat cluttered. I have made a compact UI with the designer, and by providing hard limits to input fields in control properties, I have eliminated a lot of hard-to-read error handling code. The event hander system provides a readable interface for handling input, which should make adding new features related to interaction with the form easier: I have already implemented some visual features into the form, such as the MazeParameter form greeting the user, or the dynamic server connection label on the same form. However, I don’t think the forms designer was meant to handle a graphical project like this; early on into the project I ran into many issues with subpixel alignment causing the maze to draw incorrectly onto the table, which is why the dynamically sized display form is required. Additionally, double buffering the form, whilst it does stop the table layout panel from flickering on redrawing the maze, does cause some input lag on movement in larger mazes and causes flickering on other components, such as placeholder text in a text box. I think that if I were to approach the project again, I would consider writing it as a Windows Presentation Foundation script to allow for smoother and more robust transitions between forms. Additionally, the XAML code and Model-View-ViewModel structure system would allow for even more organized code and finer control over the properties and rendering of maze graphics. Perhaps even a game engine such as Unity or Godot could be a route to consider for the project, considering the powerful features they bring, in both their libraries and rendering capabilities.

## Robustness of System

I think the overall system is resistant to fatal runtime errors, despite all the potential vectors for them to appear. I have caught multithreading exceptions and used deadlines on all server requests, with specific catch blocks for that status code. This way, I only catch specific errors, so if any other errors arise that are more serious, they can be noticed and fixed faster. Additionally, by adding an error label to each form, it is easy to add more catch blocks to each error handler and display relevant information to the user regarding that error. Since there are several multithreaded components of my system, it does again point towards the use of a different engine for a future version of this system, where multithreading is more directly supported, to eliminate the need for catching multithreading errors.

# Client’s Thoughts

After finishing and testing the system, I provided Greg with it to get his impressions on the project, and what potential features could be added in the future.

## Description of client’s interaction

Greg initially started the client and server and opened the register form via the link label to register a new account. Greg liked the concise account creation process and noted that the initial omission of email confirmation was nice and suitable for his userbase size, as the email could be added later in an account settings page. He then logged in and opened the parameter form. He noted that the initial look of the form was somewhat overwhelming with the number of interactive elements and could be reorganized to better suit his target users. He proceeded to request a 25x25 border-exit maze with Wilson’s algorithm and requested it from the server. He noticed that the parameter form stayed open and suggested that it should hide or have more of its options lock to simplify the visuals for the user. He then proceeded to solve the maze, testing both the on-screen buttons and keyboard controls in the process. Greg liked the presentation of the buttons and the ease of switching between the 2 control methods but mentioned that the label should specifically state the controls are WASD. Once he finished the maze, I directed him to save the maze to test out the load functionality of the system. He first saved a png image of the maze using the local save feature and liked that it used the system file manager rather than a preset path. He then saved the maze to the server and closed the form. He then tried to load the maze using the central buttons on the form. Whilst he thought it was a self-explanatory button layout, he commented that the form should fetch the mazes automatically rather than with a dedicated button. He requested a solve of the loaded maze with the breadth-first solve and was impressed with the responsiveness despite the network system. He mentioned that an additional feature could be to allow for different path colours. He then closed the form and deleted the maze. Finally, he tested out the statistics section of the parameter form. He first requested the local mazes generated and liked the 3D pie chart presentation. He then requested the global best times. He suggested that I could add a button to request the maze a certain leaderboard user solved.

## Evaluation of their comments

I thought Greg’s interaction with the system went well and represented how a user would approach using the system. He suggested many features, which I will discuss below.

### Features Suggested

1. Adding additional account credentials in a settings page.
2. Reorganization of the parameter form.
3. Simplify the visual presentation of the client by only having 1 form visible at a time.
4. Clear labelling of controls.
5. Automatic fetching of mazes from the server.
6. Different path colours.
7. Request a leaderboard user’s maze.

Some of these features are trivial to add but allow for further features to be added in their wake. Some are harder to add or would result in less clean code.

### Discussion of Features

1. The settings page itself would not be hard to add. It can be another form accessible from the parameter form, which on loading, pulls the user’s data and displays it, with buttons and input fields to allow changing it. The more difficult aspect of this feature is inputting data like emails or changing passwords. Both would require some form of confirmation: the email confirmation wouldn’t be too hard to send, as it could just be done via a mail server, but getting the system to recognise that the user has interacted with the confirmation email is difficult with the current setup. Changing passwords is easier in comparison; it just requires a security question or some similar system at account registration. Alternatively, it could implement an API to access a 3rd party two factor authentication method, such as Authy.
2. Reorganizing the forms is a much easier task. The designer has many organization controls, like panels, split panels, and even the option to obscure entire panels of controls into separate tabs. Rearranging the already present controls into a new format with these would not produce any significant programming challenges, but may introduce some UI design challenges, since the form designer can be difficult with complex forms. Manipulating control margins or docking/anchoring to panels can introduce many issues when done with more dense elements like tables.
3. This is just an extra line of code, telling the parameter form to hide until the display form is closed. This is a good feature to add, as interacting with the parameter form while the display form is open, while limited as much as possible, could introduce unexpected behaviour.
4. This feature at its simplest is just changing the text on the label. However, this feature could be combined with feature 1, implementing customisable keyboard controls in the settings menu and dynamically updating the label to reflect the current control layout. This could be done by having a static class with static KeyCode properties for the 4 directions. These could be updated with the relevant keycodes from the settings menu and passed to the input handler function to check for the relevant keys. Each keycode could be matched with an alphanumeric character in an array so the label text could be changed dynamically.
5. This feature requires moving the request server call to another event handler. I think the best would be a focus related hander. When the form is focused, fetch the mazes into the drop down. This is better than something like the on mouse enter event handler for the drop-down list, as it is more reliable – if the user interacts with the drop-down list while it is fetching the mazes, it could introduce unexpected behaviour.
6. Similarly to feature 4, this would use a property in a static class – this time a Colour, which would be passed to the CellPaint event of the table layout panel where the maze is drawn.
7. This is a difficult requirement. A button array would have to be precisely generated dynamically next to the leaderboard users. When the buttons are pressed, they fetch the maze associated with that user. This means the global stats table would also have to store the mazeID of the top 10 times as a foreign key.

Appendix

# Shared code

## Protos

These proto files appear in both the client and server solutions, so I have only attacked them once for brevity.

### BuildMaze.proto

|  |
| --- |
| syntax = "proto3";    option csharp\_namespace = "Server";    package greet;    service MazeBuilder {  rpc BuildMaze (MazeRequest) returns (BuiltMaze);  }    message MazeRequest {  string algorithm = 1;  int64 width = 2;  int64 height = 3;  int64 removeWalls = 4;  string exitLocation = 5;  }    message BuiltMaze {  string maze = 1;  } |

### CheckIfUserExists.proto

|  |
| --- |
| syntax = "proto3";    option csharp\_namespace = "Server";    package greet;    service CheckerIfUserExists {    rpc CheckUser (Query) returns (Exists);  }    message Query {    string username = 1;  }    message Exists {    bool userExists = 1;  } |

### DeleteMaze.proto

|  |
| --- |
| syntax = "proto3";    option csharp\_namespace = "Server";    package greet;    service DeleterMazes {    rpc DeleteMaze (DeleteRequest) returns (SuccessAcknowledge);  }    message DeleteRequest {    int32 mazeID = 1;    int32 userID = 2;  }    message SuccessAcknowledge {    bool success = 1;  } |

### GetMazes.proto

|  |
| --- |
| syntax = "proto3";    option csharp\_namespace = "Server";    package greet;    service GetterMazes {    rpc GetMazes (Request) returns (MazesList);  }    message Request {    int32 userID = 1;  }    message MazesList {    string mazes = 1;  } |

### GetStats.proto

|  |
| --- |
| syntax = "proto3";    option csharp\_namespace = "Server";    package greet;    service StatsGetter {    rpc GetGlobalTimes (GetGlobalTimesRequest) returns (GlobalTimes);    rpc GetUserTimes (GetUserTimesRequest) returns (UserTimes);    rpc GetGlobalMazesGenerated (GetGlobalMazesGeneratedRequest) returns (GlobalMazesGenerated);    rpc GetUserMazesGenerated (GetUserMazesGeneratedRequest) returns (UserMazesGenerated);  }  message GetGlobalTimesRequest {    }  message GlobalTimes {  string time1DisplayTime = 1;  string time1Username = 2;  string time2DisplayTime = 3;  string time2Username = 4;  string time3DisplayTime = 5;  string time3Username = 6;  string time4DisplayTime = 7;  string time4Username = 8;  string time5DisplayTime = 9;  string time5Username = 10;  string time6DisplayTime = 11;  string time6Username = 12;  string time7DisplayTime = 13;  string time7Username = 14;  string time8DisplayTime = 15;  string time8Username = 16;  string time9DisplayTime = 17;  string time9Username = 18;  string time10DisplayTime = 19;  string time10Username = 20;  }    message GetUserTimesRequest {  int32 userID = 1;  }  message UserTimes {  string time1DisplayTime = 1;  string time2DisplayTime = 2;  string time3DisplayTime = 3;  string time4DisplayTime = 4;  string time5DisplayTime = 5;  string time6DisplayTime = 6;  string time7DisplayTime = 7;  string time8DisplayTime = 8;  string time9DisplayTime = 9;  string time10DisplayTime = 10;  }    message GetGlobalMazesGeneratedRequest {    }  message GlobalMazesGenerated {  int32 recursiveBacktrackMazesGenerated = 1;  int32 growingTreeMazesGenerated = 2;  int32 wilsonsMazesGenerated = 3;  }    message GetUserMazesGeneratedRequest {  int32 userID = 1;  }  message UserMazesGenerated {  int32 recursiveBacktrackMazesGenerated = 1;  int32 growingTreeMazesGenerated = 2;  int32 wilsonsMazesGenerated = 3;  } |

### greet.proto

|  |
| --- |
| syntax = "proto3";    option csharp\_namespace = "Client";    package greet;    service Greeter {    rpc SayHello (HelloRequest) returns (HelloReply);  }    message HelloRequest {    string name = 1;  }    message HelloReply {    string message = 1;  } |

### HandleGlobalStats.proto

|  |
| --- |
| syntax = "proto3";    option csharp\_namespace = "Server";    import "google/protobuf/empty.proto";    package greet;    service GlobalStatHandler {    rpc IncrementMaze (MazeType) returns (google.protobuf.Empty);    rpc UploadTime (Time) returns (google.protobuf.Empty);  }    message MazeType {  string mazeType = 1;  }    message Time {  string username = 1;  string time = 2;  int32 timeMilliseconds = 3;  } |

### HandleUserStats.proto

|  |
| --- |
| syntax = "proto3";    option csharp\_namespace = "Server";    import "google/protobuf/empty.proto";    package greet;    service UserStatHandler {    rpc UserIncrementMaze (UserMazeType) returns (google.protobuf.Empty);    rpc UserUploadTime (UserTime) returns (google.protobuf.Empty);  }    message UserMazeType {  string mazeType = 1;  int32 userID = 2;  }    message UserTime {  string time = 1;  int32 timeMilliseconds = 2;  int32 userID = 3;  } |

### LoadMaze.proto

|  |
| --- |
| syntax = "proto3";    option csharp\_namespace = "Server";    package greet;    service LoaderMazes {    rpc LoadMaze (LoadRequest) returns (MazeToLoad);  }    message LoadRequest {    int32 userID = 1;    int32 mazeID = 2;  }    message MazeToLoad {    string maze = 1;    string mazeGenAlg = 2;  } |

### Login.proto

|  |
| --- |
| syntax = "proto3";    option csharp\_namespace = "Server";    package greet;    service LoginHandler {    rpc Login (Credentials) returns (Access);  }    message Credentials {    string username = 1;    string password = 2;  }    message Access {    bool loggedIn = 1;    int32 userID = 2;  } |

### Register.proto

|  |
| --- |
| syntax = "proto3";    option csharp\_namespace = "Server";    package greet;    service Registerer {    rpc Register (Account) returns (Acknowledgement);  }    message Account {    string username = 1;    string password = 2;    string salt = 3;  }    message Acknowledgement {    bool success = 1;  } |

### SaveMaze.proto

|  |
| --- |
| syntax = "proto3";    option csharp\_namespace = "Server";    package greet;    service Saver {    rpc SaveMaze (SaveRequest) returns (SuccessAck);  }    message SaveRequest {    string mazeName = 1;    string mazeType = 2;    string mazeJson = 3;    int32 userID = 4;  }    message SuccessAck {    bool success = 1;  } |

### SolveMaze.proto

|  |
| --- |
| syntax = "proto3";    option csharp\_namespace = "Server";    package greet;    service MazeSolver {  rpc SolveMaze (SolveRequest) returns (Path);  }    message SolveRequest {  string maze = 1;  string algorithm = 2;  string mazeGenerationAlgorithm = 3;  }    message Path {  string path = 1;  } |

# Client Code

## Classes

These are the skeletonised classes from the server that the client uses for building JSON mazes back into objects.

### Coordinate.cs

|  |
| --- |
| using Newtonsoft.Json;    namespace Client\_Mazes  {      internal class Coordinate      {          [JsonConstructor]          public Coordinate()          {            }          public Coordinate(int xPos, int yPos) {              this.xPos = xPos;              this.yPos = yPos;              visited = false;          }          public Coordinate(Tuple<int, int> pos) {              xPos = pos.Item1;              yPos = pos.Item2;              visited = false;          }            #region Properties          private int xPos;          public int Xpos {              get { return xPos; }              set { xPos = value; }          }            private int yPos;          public int Ypos {              get { return yPos; }              set { yPos = value; }          }            private bool visited;          public bool Visited {              get { return visited; }              set { visited = value; }          }          #endregion            #region Methods          public bool Equals(Coordinate target) {              return xPos == target.xPos && yPos == target.yPos;          }          #endregion      }  } |

### Globals.cs

|  |
| --- |
| using System;  using System.Collections.Generic;  using System.Linq;  using System.Text;  using System.Threading.Tasks;    namespace Client  {      internal static class Globals      {          public static string? g\_username = null;          public static int? g\_userID = null;            public const string g\_version = "v1.5";            public const int g\_cellWidth = 10;          public const int g\_cellHeight = 10;            public const int g\_keySize = 64;          public const int g\_iterations = 350000;      }  } |

### Growing Tree Generation.cs

|  |
| --- |
| using Newtonsoft.Json;    namespace Client\_Mazes  {      internal class GrowingTreeGeneration : Maze      {          List<Coordinate> cellsInMaze = new();            [JsonConstructor]          public GrowingTreeGeneration() {            }          public GrowingTreeGeneration(int cellWidth, int cellHeight) {              MazeCellWidth = cellWidth;              MazeCellHeight = cellHeight;              rgen = new();          }      }  } |

### Maze.cs

|  |
| --- |
| namespace Client\_Mazes  {      internal abstract class Maze {          #region Properties          private int mazeActualWidth;          public int MazeActualWidth {              get { return mazeActualWidth; }              set { mazeActualWidth = value; }          }            private int mazeActualHeight;          public int MazeActualHeight {              get { return mazeActualHeight; }              set { mazeActualHeight = value; }          }            private int mazeCellWidth;          public int MazeCellWidth {              get { return mazeCellWidth; }              set { mazeCellWidth = value; }          }            private int mazeCellHeight;          public int MazeCellHeight {              get { return mazeCellHeight; }              set { mazeCellHeight = value; }          }            private bool[,]? mazeWalls;          public bool[,]? MazeWalls {              get { return mazeWalls; }              set { mazeWalls = value; }          }            private Coordinate[,]? mazeCoordinates;          public Coordinate[,]? MazeCoordinates {              get { return mazeCoordinates; }              set { mazeCoordinates = value; }          }            private Coordinate? mazeEntranceCoordinate;          public Coordinate? MazeEntranceCoordinate {              get { return mazeEntranceCoordinate; }              set { mazeEntranceCoordinate = value; }          }            private Coordinate? mazeExitCoordinate;          public Coordinate? MazeExitCoordinate {              get { return mazeExitCoordinate; }              set { mazeExitCoordinate = value;}          }            protected Random rgen = new();          #endregion            #region Methods            public virtual void ResetVisited() {              foreach (Coordinate v in mazeCoordinates) {                  v.Visited = false;              }          }          #endregion      }  } |

### Recursive Backtrack Generation.cs

|  |
| --- |
| using Newtonsoft.Json;    namespace Client\_Mazes  {      internal class RecursiveBacktrackGeneration : Maze      {          [JsonConstructor]          public RecursiveBacktrackGeneration()          {            }            public RecursiveBacktrackGeneration(int cellWidth, int cellHeight){              MazeCellWidth = cellWidth;              MazeCellHeight = cellHeight;              rgen = new();          }      }  } |

### Wilsons Generation.cs

|  |
| --- |
| using Newtonsoft.Json;  namespace Client\_Mazes  {      internal class WilsonsGeneration : Maze      {          List<Coordinate> cellsInMaze = new();          bool exitAtBorder;            [JsonConstructor]          public WilsonsGeneration() {            }          public WilsonsGeneration(int cellWidth, int cellHeight, bool exitAtBorder) {              MazeCellWidth = cellWidth;              MazeCellHeight = cellHeight;              rgen = new();              this.exitAtBorder = exitAtBorder;          }      }  } |

### Program.cs

The main entry point for the Forms client.

|  |
| --- |
| //The client will operate over port 7178    namespace Client  {      internal static class Program      {          [STAThread]          static void Main()          {              ApplicationConfiguration.Initialize();              Application.Run(new frm\_mazeLogin());          }      }  } |

## Form Code

### MazeDisplay.cs

|  |
| --- |
| using Client\_Mazes;  using Grpc.Core;  using Grpc.Net.Client;  using Newtonsoft.Json;  using Server;  using System.Diagnostics;    namespace Client  {      public partial class frm\_mazeDisplay : Form      {          private readonly Maze maze;          private Coordinate player;          private List<Coordinate> solution;          private string mazeType;            private bool solved = false;          private bool startedManualSolve = false;          private Stopwatch sw = new();            //forces form to fully render before displaying, removing flickering.          protected override CreateParams CreateParams {[[7]](#footnote-7)              get {                  CreateParams @params = base.CreateParams;                  @params.ExStyle |= 0x2000000;                  return @params;              }          }            public frm\_mazeDisplay(string mazeToDisplay, string mazeType) {              InitializeComponent();                this.mazeType = mazeType;                switch (mazeType) {                  case "Recursive Backtrack":                      maze = JsonConvert.DeserializeObject<RecursiveBacktrackGeneration>(mazeToDisplay);                      break;                  case "Wilson's":                      maze = JsonConvert.DeserializeObject<WilsonsGeneration>(mazeToDisplay);                      break;                  case "Growing Tree":                      maze = JsonConvert.DeserializeObject<GrowingTreeGeneration>(mazeToDisplay);                      break;              }                player = new Coordinate(maze.MazeEntranceCoordinate.Xpos, maze.MazeEntranceCoordinate.Ypos);                btn\_requestSolve.Enabled = false;              cbx\_solveType.DropDownStyle = ComboBoxStyle.DropDownList;          }            private async void btn\_requestSolve\_Click(object sender, EventArgs e) {              player = null;              string mazeToSolve = JsonConvert.SerializeObject(maze);              using var channel = GrpcChannel.ForAddress("https://localhost:7178");              var client = new MazeSolver.MazeSolverClient(channel);              var reply = await client.SolveMazeAsync(new SolveRequest {                  Maze = mazeToSolve,                  Algorithm = cbx\_solveType.Text,                  MazeGenerationAlgorithm = mazeType              });                HandleSolveRender(reply);          }            private void HandleSolveRender(Server.Path reply) {              solution = JsonConvert.DeserializeObject<List<Coordinate>>(reply.Path\_);                solved = true;                btn\_close.Enabled = true;              btn\_requestSolve.Enabled = false;              btn\_left.Enabled = false;              btn\_right.Enabled = false;              btn\_up.Enabled = false;              btn\_down.Enabled = false;                sw = null;                tlp\_MazeDisplay.Refresh();          }            private void SetDisplaySize() {              Width = (45 + Globals.g\_cellWidth \* maze.MazeActualWidth > 510) ? 45 + Globals.g\_cellWidth \* maze.MazeActualWidth : 510;              Height = 145 + Globals.g\_cellHeight \* maze.MazeActualHeight;              pnl\_mazeContainer.Width = Globals.g\_cellWidth \* maze.MazeActualWidth + 5;              pnl\_mazeContainer.Height = Globals.g\_cellHeight \* maze.MazeActualHeight + 5;              pnl\_mazeContainer.Location = new Point(10, 80);          }            private void tlp\_MazeDisplay\_CellPaint(object sender, TableLayoutCellPaintEventArgs e) {              if (player != null && player.Equals(new Coordinate(e.Column, e.Row))) //Draw player.                  e.Graphics.FillRectangle(Brushes.Blue, e.CellBounds); //Blue                else if (maze.MazeEntranceCoordinate.Equals(new Coordinate(e.Column, e.Row))) //Draw entrance.                  e.Graphics.FillRectangle(Brushes.Red, e.CellBounds); //Red                else if (maze.MazeExitCoordinate.Equals(new Coordinate(e.Column, e.Row))) //Draw exit.                  e.Graphics.FillRectangle(Brushes.LawnGreen, e.CellBounds); //LawnGreen                else if (maze.MazeWalls[e.Row, e.Column]) //Draw wall.                  e.Graphics.FillRectangle(Brushes.Black, e.CellBounds); //Black                else if (solution != null) { //Draw solution.                  foreach (Coordinate c in solution) {                      if (c.Xpos == e.Column && c.Ypos == e.Row)                          e.Graphics.FillRectangle(Brushes.Purple, e.CellBounds); //Purple                  }              }                else //Draw path.                  e.Graphics.FillRectangle(Brushes.White, e.CellBounds); //White          }            private void frm\_mazeDisplay\_Load(object sender, EventArgs e) {              SetDisplaySize();                Text = $"MazeClient {Globals.g\_version}";                tlp\_MazeDisplay.ColumnStyles.Clear();              tlp\_MazeDisplay.RowStyles.Clear();                tlp\_MazeDisplay.RowCount = maze.MazeActualHeight;              tlp\_MazeDisplay.ColumnCount = maze.MazeActualWidth;                for (int i = 0; i < maze.MazeActualHeight; i++)                  tlp\_MazeDisplay.RowStyles.Add(new RowStyle(SizeType.Absolute, Globals.g\_cellHeight));              for (int i = 0; i < maze.MazeActualWidth; i++)                  tlp\_MazeDisplay.ColumnStyles.Add(new ColumnStyle(SizeType.Absolute, Globals.g\_cellWidth));            }          private void btn\_close\_Click(object sender, EventArgs e) {              Close();          }            private async void CheckSolved() {              if (!startedManualSolve) {                  startedManualSolve = true;                  HandleTimer();              }                if (!player.Equals(maze.MazeExitCoordinate)) return;                solved = true;              lbl\_solved.ForeColor = Color.Green;              lbl\_solved.Text = "Solved!";              btn\_close.Enabled = true;              btn\_requestSolve.Enabled = false;              btn\_left.Enabled = false;              btn\_right.Enabled = false;              btn\_up.Enabled = false;              btn\_down.Enabled = false;                using var channel = GrpcChannel.ForAddress("https://localhost:7178");                var clientGlobal = new GlobalStatHandler.GlobalStatHandlerClient(channel);              try {                  var replyGlobal = await clientGlobal.UploadTimeAsync(new Time {                      TimeMilliseconds = (int)sw.ElapsedMilliseconds,                      Time\_ = sw.Elapsed.ToString(),                      Username = Globals.g\_username                  });              }              catch (RpcException ex) when (ex.StatusCode == StatusCode.DeadlineExceeded) { }                var clientUser = new UserStatHandler.UserStatHandlerClient(channel);              try {                  var replyUser = await clientUser.UserUploadTimeAsync(new UserTime {                      TimeMilliseconds = (int)sw.ElapsedMilliseconds,                      Time = sw.Elapsed.ToString(),                      UserID = (int)Globals.g\_userID                  });              }              catch (RpcException ex) when (ex.StatusCode == StatusCode.DeadlineExceeded) { }          }            private void HandleTimer() {              sw.Start();                  ThreadPool.QueueUserWorkItem((state) => {                  try {                      while (!solved)                          Invoke(() => {                              if (sw != null)                                  lbl\_timer.Text = sw.Elapsed.ToString();                              else                                  lbl\_timer.Text = string.Empty;                          });                  }                  catch { }              });          }            private bool IsWall(Coordinate player, string direction) {              try {                  return direction switch {                      "Up" => !maze.MazeWalls[player.Ypos - 1, player.Xpos],                      "Down" => !maze.MazeWalls[player.Ypos + 1, player.Xpos],                      "Left" => !maze.MazeWalls[player.Ypos, player.Xpos - 1],                      "Right" => !maze.MazeWalls[player.Ypos, player.Xpos + 1],                      \_ => true                  };              }              catch { return false; }          }              private void btn\_left\_Click(object sender, EventArgs e) {              if (solved) return;                if (IsWall(player, "Left"))                  player = new Coordinate(player.Xpos - 1, player.Ypos);              tlp\_MazeDisplay.Refresh();              CheckSolved();          }            private void btn\_right\_Click(object sender, EventArgs e) {              if (solved) return;                if (IsWall(player, "Right"))                  player = new Coordinate(player.Xpos + 1, player.Ypos);              tlp\_MazeDisplay.Refresh();              CheckSolved();          }            private void btn\_up\_Click(object sender, EventArgs e) {              if (solved) return;                if (IsWall(player, "Up"))                  player = new Coordinate(player.Xpos, player.Ypos - 1);              tlp\_MazeDisplay.Refresh();              CheckSolved();          }            private void btn\_down\_Click(object sender, EventArgs e) {              if (solved) return;                if (IsWall(player, "Down"))                  player = new Coordinate(player.Xpos, player.Ypos + 1);              tlp\_MazeDisplay.Refresh();              CheckSolved();          }            #region WASD input listeners          private void frm\_mazeDisplay\_KeyDown(object sender, KeyEventArgs e) {              if (solved) return;              HandleKeyDown(e);          }            private void btn\_left\_KeyDown(object sender, KeyEventArgs e) {              if (solved) return;              HandleKeyDown(e);          }            private void btn\_right\_KeyDown(object sender, KeyEventArgs e) {              if (solved) return;              HandleKeyDown(e);          }            private void btn\_up\_KeyDown(object sender, KeyEventArgs e) {              if (solved) return;              HandleKeyDown(e);          }            private void btn\_down\_KeyDown(object sender, KeyEventArgs e) {              if (solved) return;              HandleKeyDown(e);          }            private void btn\_requestSolve\_KeyDown(object sender, KeyEventArgs e) {              if (solved) return;              HandleKeyDown(e);          }            private void cbx\_solveType\_KeyDown(object sender, KeyEventArgs e) {              if (solved) return;              HandleKeyDown(e);          }            private void btn\_serverSave\_KeyDown(object sender, KeyEventArgs e) {              if (solved) return;              HandleKeyDown(e);          }            private void btn\_localSave\_KeyDown(object sender, KeyEventArgs e) {              if (solved) return;              HandleKeyDown(e);          }            #endregion            private void HandleKeyDown(KeyEventArgs e) {              switch (e.KeyCode) {                  case Keys.W:                      if (IsWall(player, "Up"))                          player = new Coordinate(player.Xpos, player.Ypos - 1);                      break;                    case Keys.S:                      if (IsWall(player, "Down"))                          player = new Coordinate(player.Xpos, player.Ypos + 1);                      break;                    case Keys.A:                      if (IsWall(player, "Left"))                          player = new Coordinate(player.Xpos - 1, player.Ypos);                      break;                    case Keys.D:                      if (IsWall(player, "Right"))                          player = new Coordinate(player.Xpos + 1, player.Ypos);                      break;                    default:                      break;              }              if (new Keys[] { Keys.W, Keys.A, Keys.S, Keys.D }.Contains(e.KeyCode)) {                  tlp\_MazeDisplay.Refresh();                  CheckSolved();              }          }            private void cbx\_solveType\_SelectedIndexChanged(object sender, EventArgs e) {              if (cbx\_solveType.Text != string.Empty) {                  btn\_requestSolve.Enabled = true;              }              else {                  btn\_requestSolve.Enabled = false;              }          }            private void btn\_localSave\_Click(object sender, EventArgs e) {              Coordinate tempPlayer = player;              player = null;              tlp\_MazeDisplay.Refresh();                int width = tlp\_MazeDisplay.Size.Width;              int height = tlp\_MazeDisplay.Size.Height;                Bitmap mazeToSave = new(width, height);              tlp\_MazeDisplay.DrawToBitmap(mazeToSave, new Rectangle(0, 0, width, height));                SaveFileDialog sf = new();              sf.Filter = "JPEG Image (.jpeg)|\*.jpeg|Png Image (.png)|\*.png";              sf.ShowDialog();              var path = sf.FileName;                mazeToSave.Save(path);                player = tempPlayer;              tlp\_MazeDisplay.Refresh();          }            private async void btn\_serverSave\_Click(object sender, EventArgs e) {                if (txb\_mazeName.Text == string.Empty) {                  lbl\_error.ForeColor = Color.Red;                  lbl\_error.Text = "Maze needs a name!";                  ThreadPool.QueueUserWorkItem((state) => {                      Thread.Sleep(1000);                      Invoke(() => lbl\_error.Text = string.Empty);                  });                  return;              }                this.maze.ResetVisited();                string maze = JsonConvert.SerializeObject(this.maze);              using var channel = GrpcChannel.ForAddress("https://localhost:7178");              var client = new Saver.SaverClient(channel);              try {                  var reply = await client.SaveMazeAsync(new SaveRequest {                      MazeName = txb\_mazeName.Text,                      MazeType = mazeType,                      MazeJson = maze,                      UserID = (int)Globals.g\_userID                  },                  deadline: DateTime.UtcNow.AddSeconds(3));                    if (reply.Success) {                      lbl\_error.ForeColor = Color.Green;                      lbl\_error.Text = "Success!";                      ThreadPool.QueueUserWorkItem((state) => {                          Thread.Sleep(1000);                          Invoke(() => lbl\_error.Text = string.Empty);                      });                  }                  else {                      lbl\_error.ForeColor = Color.Red;                      lbl\_error.Text = "Error!";                      ThreadPool.QueueUserWorkItem((state) => {                          Thread.Sleep(1000);                          Invoke(() => lbl\_error.Text = string.Empty);                      });                  }              }              catch (RpcException ex) when (ex.StatusCode == StatusCode.DeadlineExceeded) {                  lbl\_error.ForeColor = Color.Red;                  lbl\_error.Text = "Error!";                  ThreadPool.QueueUserWorkItem((state) => {                      Thread.Sleep(1000);                      Invoke(() => lbl\_error.Text = string.Empty);                  });              }              catch (InvalidOperationException) { }          }      }  } |

### MazeLogin.cs

|  |
| --- |
| using Grpc.Core;  using Grpc.Net.Client;  using Server;    namespace Client  {      public partial class frm\_mazeLogin : Form      {          public frm\_mazeLogin() {              InitializeComponent();          }            private void frm\_mazeLogin\_Load(object sender, EventArgs e) {              Text = $"MazeClient {Globals.g\_version}";              lbl\_error.ForeColor = Color.Red;          }            private void llb\_register\_LinkClicked(object sender, LinkLabelLinkClickedEventArgs e) {              Form register = new frm\_mazeRegister();              register.ShowDialog();          }            private async void btn\_login\_Click(object sender, EventArgs e) {              using var channel = GrpcChannel.ForAddress("https://localhost:7178");                var clientGreet = new Greeter.GreeterClient(channel);              try {                  var replyGreet = await clientGreet.SayHelloAsync(new HelloRequest                  { Name = Environment.MachineName },                      deadline: DateTime.UtcNow.AddSeconds(3));              }              catch (RpcException ex) when (ex.StatusCode == StatusCode.DeadlineExceeded) {                  lbl\_error.Text = "Cannot connect to\nserver!";                  ThreadPool.QueueUserWorkItem((state) => {                      Thread.Sleep(3000);                      Invoke(() => lbl\_error.Text = string.Empty);                  });                  return;              }                var clientLogin = new LoginHandler.LoginHandlerClient(channel);              var replyLogin = await clientLogin.LoginAsync(new Credentials {                  Username = txb\_username.Text,                  Password = txb\_password.Text              });                if (replyLogin.LoggedIn) {                  Globals.g\_userID = replyLogin.UserID;                  Globals.g\_username = txb\_username.Text;                  Form mazeParams = new frm\_mazeParams();                  Hide();                  mazeParams.Closed += (s, args) => Close();                  mazeParams.Show();              }              else {                  lbl\_error.Text = "Username or Password\nincorrect!";                  ThreadPool.QueueUserWorkItem((state) => {                      Thread.Sleep(3000);                      Invoke(() => lbl\_error.Text = string.Empty);                  });              }          }      }  } |

### MazeParameter.cs

|  |
| --- |
| using Client\_Mazes;  using Grpc.Core;  using Grpc.Net.Client;  using Newtonsoft.Json;  using Server;  using System.Windows.Forms.DataVisualization.Charting;    namespace Client  {      public partial class frm\_mazeParams : Form      {          private CancellationTokenSource cts = new CancellationTokenSource();          private bool connected = false;          private bool algorithmSelected = false;          private bool exitSelected = false;            public frm\_mazeParams() {              InitializeComponent();          }            private void MazeClient\_Load(object sender, EventArgs e) {              btn\_requestMaze.Enabled = false;                cbx\_algorithm.DropDownStyle = ComboBoxStyle.DropDownList;              cbx\_whereExit.DropDownStyle = ComboBoxStyle.DropDownList;              cbx\_statType.DropDownStyle = ComboBoxStyle.DropDownList;              cbx\_loadedMazes.DropDownStyle = ComboBoxStyle.DropDownList;                Text = $"MazeClient {Globals.g\_version} : Welcome {Globals.g\_username}";                ThreadPool.QueueUserWorkItem(async (state) => {                  while (true) {                        using var channel = GrpcChannel.ForAddress("https://localhost:7178");                      var client = new Greeter.GreeterClient(channel);                      try {                          var reply = await client.SayHelloAsync(new HelloRequest {                              Name = Environment.MachineName                          },                              deadline: DateTime.UtcNow.AddSeconds(3));                          Invoke(() => {                              lbl\_connectionError.Text = "Connected to server!";                              lbl\_connectionError.ForeColor = Color.Green;                              connected = true;                              HandleAllowSend();                          });                        }                      catch (RpcException ex) when (ex.StatusCode == StatusCode.DeadlineExceeded) {                          Invoke(() => {                              HandleServerError();                          });                      }                      catch (ObjectDisposedException) { }                        Thread.Sleep(10000);                  }              }, cts.Token);          }            private void HandleServerError() {              lbl\_connectionError.Text = "Not connected to server!";              lbl\_connectionError.ForeColor = Color.Red;              connected = false;              HandleAllowSend();          }            private void HandleAllowSend() {              if (connected &&                  algorithmSelected &&                  exitSelected) {                  btn\_requestMaze.Enabled = true;              }              else {                  btn\_requestMaze.Enabled = false;              }          }            private async void btn\_requestMaze\_Click(object sender, EventArgs e) {              btn\_requestMaze.Enabled = false;              string mazeToDisplay = await RequestMaze();              if (mazeToDisplay != string.Empty)                  ChangeForm(mazeToDisplay, cbx\_algorithm.Text);          }            private async Task<string> RequestMaze() {              using var channel = GrpcChannel.ForAddress("https://localhost:7178");                var clientBuild = new MazeBuilder.MazeBuilderClient(channel);              BuiltMaze replyBuild;              try {                  replyBuild = await clientBuild.BuildMazeAsync(new MazeRequest {                      Algorithm = cbx\_algorithm.Text,                      Width = (int)nud\_mazeWidth.Value,                      Height = (int)nud\_mazeHeight.Value,                      RemoveWalls = (int)nud\_removeWalls.Value,                      ExitLocation = cbx\_whereExit.Text                  }, deadline: DateTime.UtcNow.AddSeconds(3));              }              catch (RpcException ex) when (ex.StatusCode == StatusCode.DeadlineExceeded) {                  lbl\_connectionError.Text = "Not connected to server!";                  lbl\_connectionError.ForeColor = Color.Red;                  HandleServerError();                  return string.Empty;              }                var clientStatsGlobal = new GlobalStatHandler.GlobalStatHandlerClient(channel);              try {                  var replyStatsGlobal = await clientStatsGlobal.IncrementMazeAsync(new MazeType {                      MazeType\_ = cbx\_algorithm.Text                  }, deadline: DateTime.UtcNow.AddSeconds(3));              }              catch (RpcException ex) when (ex.StatusCode == StatusCode.DeadlineExceeded) { }                var clientStatsUser = new UserStatHandler.UserStatHandlerClient(channel);              try {                  var replyStatsUser = await clientStatsUser.UserIncrementMazeAsync(new UserMazeType {                      MazeType = cbx\_algorithm.Text,                      UserID = (int)Globals.g\_userID                  },                      deadline: DateTime.UtcNow.AddSeconds(3));              }              catch (RpcException ex) when (ex.StatusCode == StatusCode.DeadlineExceeded) { }                return replyBuild.Maze;          }            private void ChangeForm(string maze, string algorithm) {              Form mazeDisplay = new frm\_mazeDisplay(maze, algorithm);              mazeDisplay.FormClosed += (s, args) => HandleAllowSend();              mazeDisplay.ShowDialog();              mazeDisplay.Focus();          }            private void frm\_mazeParams\_FormClosing(object sender, FormClosingEventArgs e) {              cts.Cancel();              cts.Dispose();          }            private async void btn\_getMazes\_Click(object sender, EventArgs e) {              cbx\_loadedMazes.Items.Clear();                using var channel = GrpcChannel.ForAddress("https://localhost:7178");              var client = new GetterMazes.GetterMazesClient(channel);              try {                  var reply = await client.GetMazesAsync(new Request {                      UserID = (int)Globals.g\_userID                  }, deadline: DateTime.UtcNow.AddSeconds(3));                  var mazes = JsonConvert.DeserializeObject<List<(int mazeID,string mazeName)>>(reply.Mazes);                  foreach (var maze in mazes) {                      cbx\_loadedMazes.Items.Add($"{maze.mazeID}: {maze.mazeName}");                  }                  lbl\_loadError.Text = $"Found {mazes.Count} mazes!";              }              catch (RpcException ex) when (ex.StatusCode == StatusCode.DeadlineExceeded) {                  lbl\_loadError.Text = "Error fetching\nmazes!";              }          }            private async void btn\_loadMaze\_Click(object sender, EventArgs e) {              if (cbx\_loadedMazes.Text == string.Empty) return;                using var channel = GrpcChannel.ForAddress("https://localhost:7178");              var client = new LoaderMazes.LoaderMazesClient(channel);              try {                  var reply = await client.LoadMazeAsync(new LoadRequest {                      UserID = (int)Globals.g\_userID,                      MazeID = Convert.ToInt32(cbx\_loadedMazes.Text.Split(':')[0])                  },                      deadline: DateTime.UtcNow.AddSeconds(3));                    ChangeForm(reply.Maze, reply.MazeGenAlg);                }              catch (RpcException ex) when (ex.StatusCode == StatusCode.DeadlineExceeded) {                  lbl\_loadError.Text = "Error loading\nmazes!";              }          }            private async void btn\_deleteMaze\_Click(object sender, EventArgs e) {              if (cbx\_loadedMazes.Text == string.Empty) return;                using var channel = GrpcChannel.ForAddress("https://localhost:7178");              var client = new DeleterMazes.DeleterMazesClient(channel);              try {                  var reply = await client.DeleteMazeAsync(new DeleteRequest {                      UserID = (int)Globals.g\_userID,                      MazeID = Convert.ToInt32(cbx\_loadedMazes.Text.Split(':')[0])                  },                      deadline: DateTime.UtcNow.AddSeconds(3));                  if (reply.Success) {                      lbl\_loadError.Text = "Deleted maze\nsuccessfully!";                      cbx\_loadedMazes.Items.RemoveAt(cbx\_loadedMazes.SelectedIndex);                      cbx\_loadedMazes.SelectedIndex = -1;                  }                  else {                      lbl\_loadError.Text = "Error Deleting\nmaze!";                  }                }              catch (RpcException ex) when (ex.StatusCode == StatusCode.DeadlineExceeded) {                  lbl\_loadError.Text = "Error Deleting\nmaze!";              }          }            private async void btn\_displayStats\_Click(object sender, EventArgs e) {              if (cbx\_statType.Text == string.Empty) return;                using var channel = GrpcChannel.ForAddress("https://localhost:7178");              var client = new StatsGetter.StatsGetterClient(channel);                if (cbx\_statType.Text == "Mazes Generated" && chbx\_globalStats.Checked) {                  try {                      var reply = await client.GetGlobalMazesGeneratedAsync(                          new GetGlobalMazesGeneratedRequest { },                          deadline: DateTime.UtcNow.AddSeconds(3));                        Chart chrt\_mazesGenerated = HandleMazesGeneratedStatsView();                      Series series = new("Maze Types Generated");                      series.ChartType = SeriesChartType.Pie;                        string[] segmentNames = {                          "Recursive Backtrack",                          "Growing tree",                          "Wilson's"                      };                      double[] segmentValues = {                          reply.RecursiveBacktrackMazesGenerated,                          reply.GrowingTreeMazesGenerated,                          reply.WilsonsMazesGenerated                      };                      series.Points.DataBindXY(segmentNames, segmentValues);                        chrt\_mazesGenerated.Series.Add(series);                  }                  catch (RpcException ex) when (ex.StatusCode == StatusCode.DeadlineExceeded) {                      HandleServerError();                  }              }              else if (cbx\_statType.Text == "Mazes Generated" && !chbx\_globalStats.Checked) {                  try {                      var reply = await client.GetUserMazesGeneratedAsync(new GetUserMazesGeneratedRequest {                          UserID = (int)Globals.g\_userID                      },                          deadline: DateTime.UtcNow.AddSeconds(3));                        Chart chrt\_mazesGenerated = HandleMazesGeneratedStatsView();                      Series series = new("Maze Types Generated");                      series.ChartType = SeriesChartType.Pie;                        string[] segmentNames = {                          "Recursive Backtrack",                          "Growing Tree",                          "Wilson's"                      };                      double[] segmentValues = {                          reply.RecursiveBacktrackMazesGenerated,                          reply.GrowingTreeMazesGenerated,                          reply.WilsonsMazesGenerated                      };                      series.Points.DataBindXY(segmentNames, segmentValues);                        chrt\_mazesGenerated.Series.Add(series);                  }                  catch (RpcException ex) when (ex.StatusCode == StatusCode.DeadlineExceeded) {                      HandleServerError();                  }              }              else if (cbx\_statType.Text == "Best Times" && chbx\_globalStats.Checked) {                  try {                      var reply = await client.GetGlobalTimesAsync(new GetGlobalTimesRequest { },                          deadline: DateTime.UtcNow.AddSeconds(3));                        RichTextBox rtb\_times = HandleTimeStatsView();                      rtb\_times.Text += "Global Best Times\n";                      rtb\_times.Text += $"1st:  {reply.Time1Username} : {reply.Time1DisplayTime}\n" +                          $"2nd:  {reply.Time2Username} : {reply.Time2DisplayTime}\n" +                          $"3rd:  {reply.Time3Username} : {reply.Time3DisplayTime}\n" +                          $"4th:  {reply.Time4Username} : {reply.Time4DisplayTime}\n" +                          $"5th:  {reply.Time5Username} : {reply.Time5DisplayTime}\n" +                          $"6th:  {reply.Time6Username} : {reply.Time6DisplayTime}\n" +                          $"7th:  {reply.Time7Username} : {reply.Time7DisplayTime}\n" +                          $"8th:  {reply.Time8Username} : {reply.Time8DisplayTime}\n" +                          $"9th:  {reply.Time9Username} : {reply.Time9DisplayTime}\n" +                          $"10th: {reply.Time10Username} : {reply.Time10DisplayTime}";                  }                  catch (RpcException ex) when (ex.StatusCode == StatusCode.DeadlineExceeded) {                      HandleServerError();                  }              }              else if (cbx\_statType.Text == "Best Times" && !chbx\_globalStats.Checked) {                  try {                      var reply = await client.GetUserTimesAsync(new GetUserTimesRequest {                          UserID = (int)Globals.g\_userID                      },                          deadline: DateTime.UtcNow.AddSeconds(3));                        RichTextBox rtb\_times = HandleTimeStatsView();                      rtb\_times.Font = new Font("Calibri", 20, FontStyle.Bold);                      rtb\_times.Text += "Your Best Times\n";                      rtb\_times.Font = DefaultFont;                      rtb\_times.Text += $"1st:  {reply.Time1DisplayTime}\n" +                          $"2nd:  {reply.Time2DisplayTime}\n" +                          $"3rd:  {reply.Time3DisplayTime}\n" +                          $"4th:  {reply.Time4DisplayTime}\n" +                          $"5th:  {reply.Time5DisplayTime}\n" +                          $"6th:  {reply.Time6DisplayTime}\n" +                          $"7th:  {reply.Time7DisplayTime}\n" +                          $"8th:  {reply.Time8DisplayTime}\n" +                          $"9th:  {reply.Time9DisplayTime}\n" +                          $"10th: {reply.Time10DisplayTime}";                  }                  catch (RpcException ex) when (ex.StatusCode == StatusCode.DeadlineExceeded) {                      HandleServerError();                  }              }          }            private RichTextBox HandleTimeStatsView() {              RichTextBox rtb\_times;              pnl\_graph.Controls.Clear();              pnl\_graph.Controls.Add(rtb\_times = new());                rtb\_times.Dock = DockStyle.Fill;                return rtb\_times;          }            private Chart HandleMazesGeneratedStatsView() {              Chart chrt\_generatedStats;              pnl\_graph.Controls.Clear();              pnl\_graph.Controls.Add(chrt\_generatedStats = new());                chrt\_generatedStats.Dock = DockStyle.Fill;              chrt\_generatedStats.ChartAreas.Add(new ChartArea("MazeChartArea"));              chrt\_generatedStats.ChartAreas["MazeChartArea"].Area3DStyle.Enable3D = true;                  return chrt\_generatedStats;          }            private void cbx\_algorithm\_SelectedIndexChanged(object sender, EventArgs e) {              algorithmSelected = true;              HandleAllowSend();          }            private void cbx\_whereExit\_SelectedIndexChanged(object sender, EventArgs e) {              exitSelected = true;              HandleAllowSend();          }      }  } |

### MazeRegister.cs

|  |
| --- |
| using Grpc.Net.Client;  using System.Text.RegularExpressions;  using System.Security.Cryptography;  using System.Text;  using Server;  using Grpc.Core;    namespace Client  {      public partial class frm\_mazeRegister : Form      {          HashAlgorithmName hashAlgorithm = HashAlgorithmName.SHA512;            public frm\_mazeRegister() {              InitializeComponent();          }          private void frm\_mazeRegister\_Load(object sender, EventArgs e) {              Text = $"MazeClient {Globals.g\_version}";              lbl\_error.ForeColor = Color.Red;          }            private async void btn\_register\_Click(object sender, EventArgs e) {              using var channel = GrpcChannel.ForAddress("https://localhost:7178");              var clientGreet = new Greeter.GreeterClient(channel);              try {                  var replyGreet = await clientGreet.SayHelloAsync(new HelloRequest {                      Name = Environment.MachineName                  },                      deadline: DateTime.UtcNow.AddSeconds(3));              }              catch (RpcException ex) when (ex.StatusCode == StatusCode.DeadlineExceeded) {                  lbl\_error.Text = "Cannot connect to server!";                  ThreadPool.QueueUserWorkItem((state) => {                      Thread.Sleep(3000);                      Invoke(() => lbl\_error.Text = string.Empty);                  });                  return;              }                if (await CheckCrendentials()) {                    var password = HashPasword(txb\_password.Text, out var salt);                    var clientRegister = new Registerer.RegistererClient(channel);                  var replyRegister = await clientRegister.RegisterAsync(new Account {                      Username = txb\_username.Text,                      Password = password,                      Salt = Convert.ToHexString(salt),                  });                    if (replyRegister.Success) {                      lbl\_error.ForeColor = Color.Green;                      lbl\_error.Text = "Registered!";                      Task.Delay(1000).Wait();                      Close();                  }                  else {                      lbl\_error.ForeColor = Color.Red;                      lbl\_error.Text = "Failed to register!";                      Task.Delay(1000).Wait();                      lbl\_error.Text = string.Empty;                  }              }          }              private async Task<bool> CheckCrendentials() {              using var channel = GrpcChannel.ForAddress("https://localhost:7178");              var client = new CheckerIfUserExists.CheckerIfUserExistsClient(channel);              var reply = await client.CheckUserAsync(new Query {                  Username = txb\_username.Text              });                if (reply.UserExists) {                  lbl\_error.Text = "Username already taken!";                  ThreadPool.QueueUserWorkItem((state) => {                      Thread.Sleep(3000);                      Invoke(() => lbl\_error.Text = string.Empty);                  });                  return false;              }              if (txb\_password.Text.Length < 7) {                  lbl\_error.Text = "Password must be at least\n 7 characters!";                  ThreadPool.QueueUserWorkItem((state) => {                      Thread.Sleep(3000);                      Invoke(() => lbl\_error.Text = string.Empty);                  });                  return false;              }              if (!Regex.IsMatch(txb\_password.Text, @"[!-**\/**:-@[-`{-~]")) {                  lbl\_error.Text = "Password must contain at\n least 1 special character!";                  ThreadPool.QueueUserWorkItem((state) => {                      Thread.Sleep(3000);                      Invoke(() => lbl\_error.Text = string.Empty);                  });                  return false;              }              if (txb\_password.Text != txb\_confirm.Text) {                  lbl\_error.Text = "Passwords do not match!";                  ThreadPool.QueueUserWorkItem((state) => {                      Thread.Sleep(3000);                      Invoke(() => lbl\_error.Text = string.Empty);                  });                  return false;              }                return true;          }            // SOURCE: https://code-maze.com/csharp-hashing-salting-passwords-best-practices/          string HashPasword(string password, out byte[] salt) {              salt = RandomNumberGenerator.GetBytes(Globals.g\_keySize);              var hash = Rfc2898DeriveBytes.Pbkdf2(                  Encoding.UTF8.GetBytes(password),                  salt,                  Globals.g\_iterations,                  hashAlgorithm,                  Globals.g\_keySize);              return Convert.ToHexString(hash);          }      }  } |

# Server Code

## Service Definitions

### CheckerIfUserExistsService.cs

|  |
| --- |
| using Grpc.Core;  using System.Data.SQLite;    namespace Server.Services  {      public class CheckerIfUserExistsService : CheckerIfUserExists.CheckerIfUserExistsBase      {          public override Task<Exists> CheckUser(Query request, ServerCallContext context) {              using SQLiteConnection conn = new(                  "Data Source=mazeData.db; " +                  "Version=3; " +                  "New=True; " +                  "Compress=True; ");              conn.Open();                using SQLiteCommand cmd = conn.CreateCommand();              cmd.CommandText = "SELECT COUNT(\*) FROM User WHERE Username = @username";              cmd.Parameters.AddWithValue("@username", request.Username);                int rowCount = Convert.ToInt32(cmd.ExecuteScalar());                if (rowCount > 0) {                  return Task.FromResult(new Exists { UserExists = true });              }              else {                  return Task.FromResult(new Exists { UserExists = false });              }          }      }  } |

### DeleteMazeService

|  |
| --- |
| using Grpc.Core;  using System.Data.SQLite;    namespace Server.Services  {      public class DeleteMazeService : DeleterMazes.DeleterMazesBase      {          public override Task<SuccessAcknowledge> DeleteMaze(DeleteRequest request, ServerCallContext context) {              try {                  using (SQLiteConnection conn = new(                      "Data Source= mazeData.db; " +                      "Version = 3; " +                      "New = True; " +                      "Compress = True; ")) {                      conn.Open();                      using SQLiteCommand cmd = conn.CreateCommand();                        cmd.CommandText = @"DELETE FROM Mazes                                          WHERE @MazeID = MazeID                                          AND @UserID = UID";                      cmd.Parameters.AddWithValue("@MazeID", request.MazeID);                      cmd.Parameters.AddWithValue("@UserID", request.UserID);                      cmd.ExecuteNonQuery();                  }                    return Task.FromResult(new SuccessAcknowledge { Success = true });                }              catch (Exception) {                  return Task.FromResult(new SuccessAcknowledge { Success = false });              }          }      }  } |

### GetMazesService.cs

|  |
| --- |
| using Grpc.Core;  using Newtonsoft.Json;  using System.Data.SQLite;    namespace Server.Services  {      public class GetMazesService : GetterMazes.GetterMazesBase      {          public override Task<MazesList> GetMazes(Request request, ServerCallContext context) {              List<(int mazeID, string mazeName)> mazes = new();                using (SQLiteConnection conn = new(                  "Data Source= mazeData.db; " +                  "Version = 3; " +                  "New = True; " +                  "Compress = True; ")) {                  conn.Open();                    using SQLiteCommand cmd = conn.CreateCommand();                  cmd.CommandText = "SELECT MazeID, MazeName FROM Mazes WHERE @UID = UID";                  cmd.Parameters.AddWithValue("@UID", request.UserID);                  using SQLiteDataReader reader = cmd.ExecuteReader();                  while (reader.Read()) {                      mazes.Add((reader.GetInt32(0), reader.GetString(1)));                  }              }                return Task.FromResult(new MazesList {                  Mazes = JsonConvert.SerializeObject(mazes)              });          }      }  } |

### GetStatsService.cs

|  |
| --- |
| using Grpc.Core;  using System.Data.SQLite;    namespace Server.Services  {      public class GetStatsService : StatsGetter.StatsGetterBase      {          public override Task<GlobalMazesGenerated> GetGlobalMazesGenerated(GetGlobalMazesGeneratedRequest request, ServerCallContext context) {              int recursiveBacktrackMazesGenerated = 0;              int growingTreeMazesGenerated = 0;              int wilsonsMazesGenerated = 0;                using SQLiteConnection conn = new SQLiteConnection(                  "Data Source=mazeData.db; " +                  "Version=3; " +                  "New=True; " +                  "Compress=True; ");              conn.Open();              using SQLiteCommand cmd = conn.CreateCommand();              cmd.CommandText = @"SELECT RecursiveBacktrackMazesGenerated,                                         GrowingTreeMazesGenerated,                                         WilsonsMazesGenerated                                  FROM GlobalStats";              using SQLiteDataReader reader = cmd.ExecuteReader();              while (reader.Read()) {                  recursiveBacktrackMazesGenerated = reader.GetInt32(0);                  growingTreeMazesGenerated = reader.GetInt32(1);                  wilsonsMazesGenerated = reader.GetInt32(2);              }              conn.Close();                return Task.FromResult(new GlobalMazesGenerated {                  RecursiveBacktrackMazesGenerated = recursiveBacktrackMazesGenerated,                  GrowingTreeMazesGenerated = growingTreeMazesGenerated,                  WilsonsMazesGenerated = wilsonsMazesGenerated              });          }            public override Task<GlobalTimes> GetGlobalTimes(GetGlobalTimesRequest request, ServerCallContext context) {                string time1DisplayTime = string.Empty;              string time2DisplayTime = string.Empty;              string time3DisplayTime = string.Empty;              string time4DisplayTime = string.Empty;              string time5DisplayTime = string.Empty;              string time6DisplayTime = string.Empty;              string time7DisplayTime = string.Empty;              string time8DisplayTime = string.Empty;              string time9DisplayTime = string.Empty;              string time10DisplayTime = string.Empty;              string time1Username = string.Empty;              string time2Username = string.Empty;              string time3Username = string.Empty;              string time4Username = string.Empty;              string time5Username = string.Empty;              string time6Username = string.Empty;              string time7Username = string.Empty;              string time8Username = string.Empty;              string time9Username = string.Empty;              string time10Username = string.Empty;                using SQLiteConnection conn = new("" +                  "Data Source=mazeData.db; " +                  "Version=3; " +                  "New=True; " +                  "Compress=True; ");              conn.Open();              using SQLiteCommand cmd = conn.CreateCommand();              cmd.CommandText = @"SELECT Time1Display,                                         Time2Display,                                         Time3Display,                                         Time4Display,                                         Time5Display,                                         Time6Display,                                         Time7Display,                                         Time8Display,                                         Time9Display,                                         Time10Display,                                         Time1Name,                                         Time2Name,                                         Time3Name,                                         Time4Name,  Time5Name,                                         Time6Name,                                         Time7Name,                                         Time8Name,                                         Time9Name,                                         Time10Name                                  FROM GlobalStats";              using SQLiteDataReader reader = cmd.ExecuteReader();                while (reader.Read()) {                  time1DisplayTime = reader.GetString(0);                  time2DisplayTime = reader.GetString(1);                  time3DisplayTime = reader.GetString(2);                  time4DisplayTime = reader.GetString(3);                  time5DisplayTime = reader.GetString(4);                  time6DisplayTime = reader.GetString(5);                  time7DisplayTime = reader.GetString(6);                  time8DisplayTime = reader.GetString(7);                  time9DisplayTime = reader.GetString(8);                  time10DisplayTime = reader.GetString(9);                  time1Username = reader.GetString(10);                  time2Username = reader.GetString(11);                  time3Username = reader.GetString(12);                  time4Username = reader.GetString(13);                  time5Username = reader.GetString(14);                  time6Username = reader.GetString(15);                  time7Username = reader.GetString(16);                  time8Username = reader.GetString(17);                  time9Username = reader.GetString(18);                  time10Username = reader.GetString(19);              }                return Task.FromResult(new GlobalTimes {                  Time1DisplayTime = time1DisplayTime,                  Time2DisplayTime = time2DisplayTime,                  Time3DisplayTime = time3DisplayTime,                  Time4DisplayTime = time4DisplayTime,                  Time5DisplayTime = time5DisplayTime,                  Time6DisplayTime = time6DisplayTime,                  Time7DisplayTime = time7DisplayTime,                  Time8DisplayTime = time8DisplayTime,                  Time9DisplayTime = time9DisplayTime,                  Time10DisplayTime = time10DisplayTime,                  Time1Username = time1Username,                  Time2Username = time2Username,                  Time3Username = time3Username,                  Time4Username = time4Username,                  Time5Username = time5Username,                  Time6Username = time6Username,                  Time7Username = time7Username,                  Time8Username = time8Username,                  Time9Username = time9Username,                  Time10Username = time10Username              });          }            public override Task<UserMazesGenerated> GetUserMazesGenerated(GetUserMazesGeneratedRequest request, ServerCallContext context) {              int recursiveBacktrackMazesGenerated = 0;              int growingTreeMazesGenerated = 0;              int wilsonsMazesGenerated = 0;                using SQLiteConnection conn = new(                  "Data Source=mazeData.db; " +                  "Version=3; " +                  "New=True; " +                  "Compress=True; ");              conn.Open();              using SQLiteCommand cmd = conn.CreateCommand();              cmd.CommandText = @$"SELECT RecursiveBacktrackMazesGenerated,                                          GrowingTreeMazesGenerated,                                          WilsonsMazesGenerated                                  FROM UserStats                                  WHERE UID = {request.UserID}";              using SQLiteDataReader reader = cmd.ExecuteReader();              while (reader.Read()) {                  recursiveBacktrackMazesGenerated = reader.GetInt32(0);                  growingTreeMazesGenerated = reader.GetInt32(1);                  wilsonsMazesGenerated = reader.GetInt32(2);              }              conn.Close();                return Task.FromResult(new UserMazesGenerated {                  RecursiveBacktrackMazesGenerated = recursiveBacktrackMazesGenerated,                  GrowingTreeMazesGenerated = growingTreeMazesGenerated,                  WilsonsMazesGenerated = wilsonsMazesGenerated              });          }            public override Task<UserTimes> GetUserTimes(GetUserTimesRequest request, ServerCallContext context) {                string time1DisplayTime = string.Empty;              string time2DisplayTime = string.Empty;              string time3DisplayTime = string.Empty;              string time4DisplayTime = string.Empty;              string time5DisplayTime = string.Empty;              string time6DisplayTime = string.Empty;              string time7DisplayTime = string.Empty;              string time8DisplayTime = string.Empty;              string time9DisplayTime = string.Empty;              string time10DisplayTime = string.Empty;                using SQLiteConnection conn = new("" +                  "Data Source=mazeData.db; " +                  "Version=3; " +                  "New=True; " +                  "Compress=True; ");              conn.Open();              using SQLiteCommand cmd = conn.CreateCommand();              cmd.CommandText = @$"SELECT Time1Display,                                          Time2Display,                                          Time3Display,                                          Time4Display,                                          Time5Display,                                          Time6Display,                                          Time7Display,                                          Time8Display,                                          Time9Display,                                          Time10Display                                  FROM UserStats                                  WHERE UID = {request.UserID}";              using SQLiteDataReader reader = cmd.ExecuteReader();                while (reader.Read()) {                  time1DisplayTime = reader.GetString(0);                  time2DisplayTime = reader.GetString(1);                  time3DisplayTime = reader.GetString(2);                  time4DisplayTime = reader.GetString(3);                  time5DisplayTime = reader.GetString(4);                  time6DisplayTime = reader.GetString(5);                  time7DisplayTime = reader.GetString(6);                  time8DisplayTime = reader.GetString(7);                  time9DisplayTime = reader.GetString(8);                  time10DisplayTime = reader.GetString(9);              }                return Task.FromResult(new UserTimes {                  Time1DisplayTime = time1DisplayTime,                  Time2DisplayTime = time2DisplayTime,                  Time3DisplayTime = time3DisplayTime,                  Time4DisplayTime = time4DisplayTime,                  Time5DisplayTime = time5DisplayTime,                  Time6DisplayTime = time6DisplayTime,                  Time7DisplayTime = time7DisplayTime,                  Time8DisplayTime = time8DisplayTime,                  Time9DisplayTime = time9DisplayTime,                  Time10DisplayTime = time10DisplayTime              });          }      }  } |

### GlobalStatHandlerService.cs

|  |
| --- |
| using Google.Protobuf.WellKnownTypes;  using Grpc.Core;  using System.Data.SQLite;    namespace Server.Services  {      public class GlobalStatHandlerService : GlobalStatHandler.GlobalStatHandlerBase      {          public override Task<Empty> IncrementMaze(MazeType request, ServerCallContext context) {              using (SQLiteConnection conn = new("" +                  "Data Source= mazeData.db; " +                  "Version = 3; " +                  "New = True; " +                  "Compress = True; ")) {                  conn.Open();                  using SQLiteCommand cmd = conn.CreateCommand();                  switch (request.MazeType\_) {                      case "Recursive Backtrack":                          cmd.CommandText = @"UPDATE GlobalStats                                              SET RecursiveBacktrackMazesGenerated = RecursiveBacktrackMazesGenerated + 1";                          cmd.ExecuteNonQuery();                          break;                      case "Wilson's":                          cmd.CommandText = @"UPDATE GlobalStats                                              SET WilsonsMazesGenerated = WilsonsMazesGenerated + 1";                          cmd.ExecuteNonQuery();                          break;                      case "Growing Tree":                          cmd.CommandText = @"UPDATE GlobalStats                                              SET GrowingTreeMazesGenerated = GrowingTreeMazesGenerated + 1";                          cmd.ExecuteNonQuery();                          break;                  }              }              return Task.FromResult(new Empty());            }            public override Task<Empty> UploadTime(Time request, ServerCallContext context) {              List<int> milliseconds = new();              List<string> displayTimes = new();              List<string> usernames = new();                using (SQLiteConnection conn = new(                  "Data Source= mazeData.db; " +                  "Version = 3; " +                  "New = True; " +                  "Compress = True; ")) {                  conn.Open();                  using SQLiteCommand cmd = conn.CreateCommand();                    cmd.CommandText = @"SELECT Time1Milliseconds,                                             Time2Milliseconds,                                             Time3Milliseconds,                                             Time4Milliseconds,                                             Time5Milliseconds,                                             Time6Milliseconds,                                             Time7Milliseconds,                                             Time8Milliseconds,                                             Time9Milliseconds,                                             Time10Milliseconds                                      FROM GlobalStats";                  using SQLiteDataReader readerMilliseconds = cmd.ExecuteReader();                  while (readerMilliseconds.Read()) {                      for (int i = 0; i < 10; i++) {                          milliseconds.Add(readerMilliseconds.GetInt32(i));                      }                  }                  readerMilliseconds.Close();                    cmd.CommandText = @"SELECT Time1Display,                                             Time2Display,                                             Time3Display,                                             Time4Display,                                             Time5Display,                                             Time6Display,                                             Time7Display,                                             Time8Display,                                             Time9Display,                                             Time10Display                                      FROM GlobalStats";                  using SQLiteDataReader readerDisplay = cmd.ExecuteReader();                  while (readerDisplay.Read()) {                      for (int i = 0; i < 10; i++) {                          displayTimes.Add(readerDisplay.GetString(i));                      }                  }                  readerDisplay.Close();                    cmd.CommandText = @"SELECT Time1Name,                                             Time2Name,                                             Time3Name,                                             Time4Name,                                             Time5Name,                                             Time6Name,                                             Time7Name,                                             Time8Name,                                             Time9Name,                                             Time10Name                                      FROM GlobalStats";                  using SQLiteDataReader readerUsername = cmd.ExecuteReader();                  while (readerUsername.Read()) {                      for (int i = 0; i < 10; i++) {                          usernames.Add(readerUsername.GetString(i));                      }                  }                  readerUsername.Close();                    int place = -1;                  for (int i = 0; i < 10; i++) {                      if (request.TimeMilliseconds < milliseconds[i] || milliseconds[i] == -1) {                          milliseconds.Insert(i, request.TimeMilliseconds);                          place = i;                          if (milliseconds.Count > 10) milliseconds.RemoveAt(milliseconds.Count - 1);                          break;                      }                  }                    if (place == -1) { return Task.FromResult(new Empty()); }                    displayTimes.Insert(place, request.Time\_);                  if (displayTimes.Count > 10) displayTimes.RemoveAt(displayTimes.Count - 1);                    usernames.Insert(place, request.Username);                  if (usernames.Count > 10) usernames.RemoveAt(usernames.Count - 1);                        for (int i = 0; i < 10; i++) {                      cmd.CommandText = $@"UPDATE GlobalStats                                           SET Time{i + 1}Milliseconds = {milliseconds[i]}";                      cmd.ExecuteNonQuery();                      cmd.CommandText = $@"UPDATE GlobalStats                                           SET Time{i + 1}Display = '{displayTimes[i]}'";                      cmd.ExecuteNonQuery();                      cmd.CommandText = $@"UPDATE GlobalStats                                           SET Time{i + 1}Name = '{usernames[i]}'";                      cmd.ExecuteNonQuery();                  }              }              return Task.FromResult(new Empty());          }      }  } |

### GreeterService.cs

|  |
| --- |
| using Grpc.Core;  using Server;    namespace Server.Services  {      public class GreeterService : Greeter.GreeterBase      {          private readonly ILogger<GreeterService> \_logger;          public GreeterService(ILogger<GreeterService> logger)          {              \_logger = logger;          }            public override Task<HelloReply> SayHello(HelloRequest request, ServerCallContext context)          {              return Task.FromResult(new HelloReply              {                  Message = "Hello " + request.Name              });          }      }  } |

### HandleUserStatsService.cs

|  |
| --- |
| using Google.Protobuf.WellKnownTypes;  using Grpc.Core;  using System.Data.SQLite;    namespace Server.Services  {      public class HandleUserStatsService : UserStatHandler.UserStatHandlerBase      {          public override Task<Empty> UserIncrementMaze(UserMazeType request, ServerCallContext context) {              using (SQLiteConnection conn = new(                  "Data Source= mazeData.db; " +                  "Version = 3; " +                  "New = True; " +                  "Compress = True; ")) {                  conn.Open();                  using SQLiteCommand cmd = conn.CreateCommand();                  switch (request.MazeType) {                      case "Recursive Backtrack":                          cmd.CommandText = $@"UPDATE UserStats                                               SET RecursiveBacktrackMazesGenerated = RecursiveBacktrackMazesGenerated + 1                                               WHERE UID = {request.UserID}";                          cmd.ExecuteNonQuery();                          break;                      case "Wilson's":                          cmd.CommandText = $@"UPDATE UserStats                                               SET WilsonsMazesGenerated = WilsonsMazesGenerated + 1                                               WHERE UID = {request.UserID}";                          cmd.ExecuteNonQuery();                          break;                      case "Growing Tree":                          cmd.CommandText = $@"UPDATE UserStats                                               SET GrowingTreeMazesGenerated = GrowingTreeMazesGenerated + 1                                               WHERE UID = {request.UserID}";                          cmd.ExecuteNonQuery();                          break;                  }              }              return Task.FromResult(new Empty());          }            public override Task<Empty> UserUploadTime(UserTime request, ServerCallContext context) {              List<int> milliseconds = new();              List<string> displayTimes = new();                using (SQLiteConnection conn = new(                  "Data Source= mazeData.db; " +                  "Version = 3; " +                  "New = True; " +                  "Compress = True; ")) {                  conn.Open();                  using SQLiteCommand cmd = conn.CreateCommand();                    cmd.CommandText = @$"SELECT Time1Milliseconds,                                              Time2Milliseconds,                                              Time3Milliseconds,                                              Time4Milliseconds,                                              Time5Milliseconds,                                              Time6Milliseconds,                                              Time7Milliseconds,                                              Time8Milliseconds,                                              Time9Milliseconds,                                              Time10Milliseconds                                      FROM UserStats                                      WHERE UID = {request.UserID}";                  using SQLiteDataReader readerMilliseconds = cmd.ExecuteReader();                  while (readerMilliseconds.Read()) {                      for (int i = 0; i < 10; i++) {                          milliseconds.Add(readerMilliseconds.GetInt32(i));                      }                  }                  readerMilliseconds.Close();                    cmd.CommandText = @$"SELECT Time1Display,                                              Time2Display,                                              Time3Display,                                              Time4Display,                                              Time5Display,                                              Time6Display,                                              Time7Display,                                              Time8Display,                                              Time9Display,                                              Time10Display                                      FROM UserStats                                      WHERE UID = {request.UserID}";                  using SQLiteDataReader readerDisplay = cmd.ExecuteReader();                  while (readerDisplay.Read()) {                      for (int i = 0; i < 10; i++) {                          displayTimes.Add(readerDisplay.GetString(i));                      }                  }                  readerDisplay.Close();                        int place = -1;                  for (int i = 0; i < 10; i++) {                      if (request.TimeMilliseconds < milliseconds[i] || milliseconds[i] == -1) {                          milliseconds.Insert(i, request.TimeMilliseconds);                          place = i;                          if (milliseconds.Count > 10) milliseconds.RemoveAt(milliseconds.Count - 1);                          break;                      }                  }                    if (place == -1) { return Task.FromResult(new Empty()); }                    displayTimes.Insert(place, request.Time);                  if (displayTimes.Count > 10) displayTimes.RemoveAt(displayTimes.Count - 1);                          for (int i = 0; i < 10; i++) {                      cmd.CommandText = $@"UPDATE UserStats                                           SET Time{i + 1}Milliseconds = {milliseconds[i]}                                           WHERE UID = {request.UserID}";                      cmd.ExecuteNonQuery();                      cmd.CommandText = $@"UPDATE UserStats                                           SET Time{i + 1}Display = '{displayTimes[i]}'                                           WHERE UID = {request.UserID}";                      cmd.ExecuteNonQuery();                  }              }              return Task.FromResult(new Empty());          }      }  } |

### LoadMazeService.cs

|  |
| --- |
| using Grpc.Core;  using System.Data.SQLite;    namespace Server.Services  {      public class LoadMazeService : LoaderMazes.LoaderMazesBase      {          public override Task<MazeToLoad> LoadMaze(LoadRequest request, ServerCallContext context) {              string maze;              string mazeGenAlg;                using (SQLiteConnection conn = new(                  "Data Source= mazeData.db; " +                  "Version = 3;" +                  " New = True; " +                  "Compress = True; ")) {                  conn.Open();                    using SQLiteCommand cmd = conn.CreateCommand();                  cmd.CommandText = @"SELECT MazeObject, MazeGenAlg                                      FROM Mazes                                      WHERE @MazeID = MazeID                                      AND @UserID = UID";                  cmd.Parameters.AddWithValue("@MazeID", request.MazeID);                  cmd.Parameters.AddWithValue("@UserID", request.UserID);                    using SQLiteDataReader reader = cmd.ExecuteReader();                  if (reader.Read()) {                      maze = reader.GetString(0);                      mazeGenAlg = reader.GetString(1);                  }                  else {                      maze = string.Empty;                      mazeGenAlg = string.Empty;                  }              }                return Task.FromResult(new MazeToLoad {                  Maze = maze, MazeGenAlg = mazeGenAlg              });          }      }  } |

### LoginService.cs

|  |
| --- |
| using Grpc.Core;  using System.Data.SQLite;  using System.Security.Cryptography;  using System.Text;    namespace Server.Services  {      public class LoginService : LoginHandler.LoginHandlerBase      {          public const int keySize = 64;          public const int iterations = 350000;          HashAlgorithmName hashAlgorithm = HashAlgorithmName.SHA512;          public override Task<Access> Login(Credentials request, ServerCallContext context) {                string password;              string salt;              int userID;                using (SQLiteConnection conn = new(                  "Data Source= mazeData.db; " +                  "Version = 3; " +                  "New = True; " +                  "Compress = True; ")) {                  conn.Open();                    using SQLiteCommand cmd = conn.CreateCommand();                  cmd.CommandText = $@"SELECT UID, Password, Salt                                       FROM User                                       WHERE Username = @username";                  cmd.Parameters.AddWithValue("@username", request.Username);                    using SQLiteDataReader reader = cmd.ExecuteReader();                  if (reader.Read()) {                      userID = reader.GetInt32(0);                      password = reader.GetString(1);                      salt = reader.GetString(2);                  }                  else {                      return Task.FromResult(new Access { LoggedIn = false });                  }              }                return Task.FromResult(new Access {                  LoggedIn = VerifyPassword(request.Password, password, Convert.FromHexString(salt)),                  UserID = userID              });          }            // SOURCE: https://code-maze.com/csharp-hashing-salting-passwords-best-practices/          bool VerifyPassword(string password, string hash, byte[] salt) {              var hashToCompare = Rfc2898DeriveBytes.Pbkdf2(                  password,                  salt,                  iterations,                  hashAlgorithm,                  keySize);              return CryptographicOperations.FixedTimeEquals(hashToCompare, Convert.FromHexString(hash));          }      }  } |

### MazeBuilderService.cs

|  |
| --- |
| using Grpc.Core;  using Newtonsoft.Json;  using System.Text;    namespace Server.Services  {      public class MazeBuilderService : MazeBuilder.MazeBuilderBase      {          public override Task<BuiltMaze> BuildMaze(MazeRequest request, ServerCallContext context) {                Maze maze = null;                switch (request.Algorithm) {                  case "Recursive Backtrack":                      maze = new RecursiveBacktrackGeneration(                          (int)request.Width,                          (int)request.Height);                      maze.InitMaze();                      maze.BuildMaze(maze.MazeCoordinates[1, 1]);                      maze.RemoveWalls((int)request.RemoveWalls);                      maze.CreateEntranceExit(request.ExitLocation == "Border");                      break;                  case "Wilson's":                      maze = new WilsonsGeneration(                          (int)request.Width,                          (int)request.Height,                          request.ExitLocation == "Border");                      //algorithm requires exitlocation initialised before other algorithms                      //so it knows where the exit will be for the intial loop erased walk.                      maze.InitMaze();                      maze.CreateEntranceExit(request.ExitLocation == "Border");                      maze.BuildMaze(maze.MazeCoordinates[1, 1]);                      maze.RemoveWalls((int)request.RemoveWalls);                      break;                  case "Growing Tree":                      maze = new GrowingTreeGeneration(                          (int)request.Width,                          (int)request.Height);                      maze.InitMaze();                      maze.BuildMaze(null); //startCoordinate unnecessary for this algorithm                      maze.RemoveWalls((int)request.RemoveWalls);                      maze.CreateEntranceExit(request.ExitLocation == "Border");                      break;                  }                string jsonMaze = JsonConvert.SerializeObject(maze);                return Task.FromResult(new BuiltMaze { Maze = jsonMaze });          }      }  } |

### MazeSolverService.cs

|  |
| --- |
| using Grpc.Core;  using Newtonsoft.Json;    namespace Server.Services  {      public class MazeSolverService : MazeSolver.MazeSolverBase      {          public override Task<Path> SolveMaze(SolveRequest request, ServerCallContext context)          {              SolvingAlgorithm solver = null;              Maze maze = null;                switch (request.MazeGenerationAlgorithm) {                  case "Recursive Backtrack":                      maze = JsonConvert.DeserializeObject<RecursiveBacktrackGeneration>(request.Maze);                      break;                  case "Wilson's":                      maze = JsonConvert.DeserializeObject<WilsonsGeneration>(request.Maze);                      break;                  case "Growing Tree":                      maze = JsonConvert.DeserializeObject<GrowingTreeGeneration>(request.Maze);                      break;              }                  switch (request.Algorithm) {                  case "Depth First":                      solver = new DepthFirstSolve();                      break;                  case "Maze Routing":                      solver = new MazeRoutingSolve();                      break;                  case "Breadth First":                      solver = new BreadthFirstSolve();                      break;              }                List<Coordinate> path = solver.SolveMaze(maze);                return Task.FromResult(new Path { Path\_ = JsonConvert.SerializeObject(path) });          }      }  } |

### RegisterService.cs

|  |
| --- |
| using Grpc.Core;  using System.Data.SQLite;      namespace Server.Services  {      public class RegisterService : Registerer.RegistererBase      {          public override Task<Acknowledgement> Register(Account request, ServerCallContext context) {              try {                  using (SQLiteConnection conn = new(                      "Data Source= mazeData.db; " +                      "Version = 3; " +                      "New = True; " +                      "Compress = True; ")) {                      conn.Open();                        using SQLiteCommand cmd = conn.CreateCommand();                      cmd.CommandText = @"INSERT INTO User(Username, Password, Salt)                                          VALUES(@Username, @Password, @Salt)";                      cmd.Parameters.AddWithValue("@Username", request.Username);                      cmd.Parameters.AddWithValue("@Password", request.Password);                      cmd.Parameters.AddWithValue("@Salt", request.Salt);                        cmd.ExecuteNonQuery();                  }                    return Task.FromResult(new Acknowledgement { Success = true });              }              catch (Exception) {                  return Task.FromResult(new Acknowledgement { Success = false });              }          }      }  }    // test code: retrieves all usernames and password hashes    //cmd.CommandText = "SELECT \* FROM Login";  //SQLiteDataReader sqliteDataReader = cmd.ExecuteReader();    //while (sqliteDataReader.Read()) {  //    string myReader = $"{sqliteDataReader.GetString(0)}, {sqliteDataReader.GetString(1)}";  //    Console.WriteLine(myReader);  //}  //sqliteDataReader.Close(); |

### SaveMazeService.cs

|  |
| --- |
| using Grpc.Core;  using System.Data.SQLite;    namespace Server.Services  {      public class SaveMazeService : Saver.SaverBase      {          public override Task<SuccessAck> SaveMaze(SaveRequest request, ServerCallContext context) {              try {                  using (SQLiteConnection conn = new(                      "Data Source= mazeData.db; " +                      "Version = 3; " +                      "New = True; " +                      "Compress = True; ")) {                      conn.Open();                      using SQLiteCommand cmd = conn.CreateCommand();                        cmd.CommandText = @"INSERT INTO Mazes(MazeObject, MazeGenAlg, MazeName, UID)                                          VALUES(@MazeObject, @MazeGenAlg, @MazeName, @UID)";                      cmd.Parameters.AddWithValue("@MazeObject", request.MazeJson);                      cmd.Parameters.AddWithValue("@MazeGenAlg", request.MazeType);                      cmd.Parameters.AddWithValue("@MazeName", request.MazeName);                      cmd.Parameters.AddWithValue("@UID", request.UserID);                      cmd.ExecuteNonQuery();                  }                    return Task.FromResult(new SuccessAck { Success = true });                }              catch (Exception) {                  return Task.FromResult(new SuccessAck { Success = false });              }          }      }  } |

## Algorithm Classes

### Breadth First Solve.cs

|  |
| --- |
| using System;  using System.Collections.Generic;  using System.Linq;  using System.Runtime.Serialization.Formatters.Binary;  using System.Text;  using System.Threading.Tasks;    namespace Server {      internal class BreadthFirstSolve : SolvingAlgorithm      {          List<(Coordinate cell, Coordinate parentCell)> paths = new List<(Coordinate cell, Coordinate parentCell)>();          \_Queue<(Coordinate cell, Coordinate parentCell)> activeCells = new \_Queue<(Coordinate cell, Coordinate parentCell)>(100);            public override List<Coordinate> SolveMaze(Maze maze) {                  List<Coordinate> cellsNeighbouringEntrance = GetUnvisitedNeighbours(maze.MazeEntranceCoordinate, maze);              Coordinate startCell = new Coordinate(cellsNeighbouringEntrance[0].Xpos, cellsNeighbouringEntrance[0].Ypos);              paths.Add((maze.MazeCoordinates[startCell.Ypos, startCell.Xpos], maze.MazeEntranceCoordinate));              activeCells.Enqueue((maze.MazeCoordinates[startCell.Ypos, startCell.Xpos], maze.MazeEntranceCoordinate));              maze.MazeCoordinates[startCell.Ypos, startCell.Xpos].Visited = true;                bool finished = false;              while(!finished) {                  (Coordinate cell, Coordinate parentCell) = activeCells.Peek();                  List<Coordinate> neighbourCells = GetUnvisitedNeighbours(cell, maze);                    foreach (Coordinate neighbourCell in neighbourCells) {                      paths.Add((maze.MazeCoordinates[neighbourCell.Ypos, neighbourCell.Xpos], maze.MazeCoordinates[cell.Ypos, cell.Xpos]));                      activeCells.Enqueue((maze.MazeCoordinates[neighbourCell.Ypos, neighbourCell.Xpos], maze.MazeCoordinates[cell.Ypos, cell.Xpos]));                      maze.MazeCoordinates[neighbourCell.Ypos, neighbourCell.Xpos].Visited = true;                      if (neighbourCell.Equals(maze.MazeExitCoordinate)) finished = true;                  }                    activeCells.Dequeue();                }                return GetSolution(paths, maze);          }            private List<Coordinate> GetSolution(List<(Coordinate cell, Coordinate parentCell)> paths, Maze maze) {              List<Coordinate> solution = new();                Coordinate parentCoordinate = null;              foreach (var cell in paths) {                  if (cell.cell.Equals(maze.MazeExitCoordinate)) {                      solution.Add(cell.cell);                      parentCoordinate = cell.parentCell;                      break;                  }              }                while (!parentCoordinate.Equals(maze.MazeEntranceCoordinate)) {                  foreach (var cell in paths) {                      if (cell.cell.Equals(parentCoordinate)) {                          solution.Add(cell.cell);                          parentCoordinate = cell.parentCell;                          break;                      }                  }              }                return solution;          }            private List<Coordinate> GetUnvisitedNeighbours(Coordinate cell, Maze maze) {                List<Coordinate> cells = new();                if (cell.Ypos - 1 >= 0                  && !maze.MazeCoordinates[cell.Ypos - 1, cell.Xpos].Visited                  && !maze.MazeWalls[cell.Ypos - 1, cell.Xpos]                  && !IsInPath(maze.MazeCoordinates[cell.Ypos - 1, cell.Xpos]))                  cells.Add(maze.MazeCoordinates[cell.Ypos - 1, cell.Xpos]);                if (cell.Xpos + 1 < maze.MazeActualWidth                  && !maze.MazeCoordinates[cell.Ypos, cell.Xpos + 1].Visited                  && !maze.MazeWalls[cell.Ypos, cell.Xpos + 1]                  && !IsInPath(maze.MazeCoordinates[cell.Ypos, cell.Xpos + 1]))                  cells.Add(maze.MazeCoordinates[cell.Ypos, cell.Xpos + 1]);                if (cell.Ypos + 1 < maze.MazeActualHeight                  && !maze.MazeCoordinates[cell.Ypos + 1, cell.Xpos].Visited                  && !maze.MazeWalls[cell.Ypos + 1, cell.Xpos]                  && !IsInPath(maze.MazeCoordinates[cell.Ypos + 1, cell.Xpos]))                  cells.Add(maze.MazeCoordinates[cell.Ypos + 1, cell.Xpos]);                if (cell.Xpos - 1 >= 0                  && !maze.MazeCoordinates[cell.Ypos, cell.Xpos - 1].Visited                  && !maze.MazeWalls[cell.Ypos, cell.Xpos - 1]                  && !IsInPath(maze.MazeCoordinates[cell.Ypos, cell.Xpos - 1]))                  cells.Add(maze.MazeCoordinates[cell.Ypos, cell.Xpos - 1]);                return cells;          }            private bool IsInPath(Coordinate cell) {                foreach (var coordinate in paths) {                  if (coordinate.cell.Equals(cell) || coordinate.parentCell.Equals(cell)) return true;              }              return false;          }      }  } |

### Coordinate.cs

|  |
| --- |
| using Newtonsoft.Json;    namespace Server  {      internal class Coordinate      {          [JsonConstructor]          public Coordinate() {            }          public Coordinate(int xPos, int yPos)          {              this.xPos = xPos;              this.yPos = yPos;              visited = false;          }          public Coordinate(Tuple<int, int> pos)          {              xPos = pos.Item1;              yPos = pos.Item2;              visited = false;          }            #region Properties          private int xPos;          public int Xpos          {              get { return xPos; }              set { xPos = value; }          }            private int yPos;          public int Ypos          {              get { return yPos; }              set { yPos = value; }          }            private bool visited;          public bool Visited          {              get { return visited; }              set { visited = value; }          }          #endregion            #region Methods          public (int x, int y) GetCartesianCoordinates(Maze maze)          {              return (xPos + 1, maze.MazeActualHeight - yPos + 1);          }          public int GetManhattanDistance(Coordinate targetCoordinate)          {              return Math.Abs(Xpos - targetCoordinate.Xpos) + Math.Abs(Ypos - targetCoordinate.Ypos);          }            public bool Equals(Coordinate target)          {              return xPos == target.xPos && yPos == target.yPos;          }          #endregion      }  } |

### DepthFirstSolve.cs

|  |
| --- |
| namespace Server  {      internal class DepthFirstSolve : SolvingAlgorithm      {          public override List<Coordinate> SolveMaze(Maze maze) {              Coordinate solver = new(maze.MazeEntranceCoordinate.Xpos, maze.MazeEntranceCoordinate.Ypos);              List<Coordinate> path = new();              path.Add(solver);              maze.MazeCoordinates[solver.Ypos, solver.Xpos].Visited = true;                while (!solver.Equals(maze.MazeExitCoordinate)) {                  \_List<Coordinate> unvisitedNeighbours = GetUnvisitedNeighbours(solver, maze);                    if (unvisitedNeighbours.Count > 0) { //if paths exist, take the first one.                      solver = new(unvisitedNeighbours[0].Xpos, unvisitedNeighbours[0].Ypos);                      path.Add(solver);                      maze.MazeCoordinates[solver.Ypos, solver.Xpos].Visited = true;                  }                  else { //otherwise, backtrack.                      solver = path[^2];                      path.RemoveAt(path.Count - 1);                  }              }                return path;          }          private \_List<Coordinate> GetUnvisitedNeighbours(Coordinate cell, Maze maze) {                \_List<Coordinate> cells = new();                if (cell.Ypos - 1 >= 0                  && !maze.MazeCoordinates[cell.Ypos - 1, cell.Xpos].Visited                  && !maze.MazeWalls[cell.Ypos - 1, cell.Xpos])                  cells.Add(maze.MazeCoordinates[cell.Ypos - 1, cell.Xpos]);                if (cell.Xpos + 1 < maze.MazeActualWidth                  && !maze.MazeCoordinates[cell.Ypos, cell.Xpos + 1].Visited                  && !maze.MazeWalls[cell.Ypos, cell.Xpos + 1])                  cells.Add(maze.MazeCoordinates[cell.Ypos, cell.Xpos + 1]);                if (cell.Ypos + 1 < maze.MazeActualHeight                  && !maze.MazeCoordinates[cell.Ypos + 1, cell.Xpos].Visited                  && !maze.MazeWalls[cell.Ypos + 1, cell.Xpos])                  cells.Add(maze.MazeCoordinates[cell.Ypos + 1, cell.Xpos]);                if (cell.Xpos - 1 >= 0                  && !maze.MazeCoordinates[cell.Ypos, cell.Xpos - 1].Visited                  && !maze.MazeWalls[cell.Ypos, cell.Xpos - 1])                  cells.Add(maze.MazeCoordinates[cell.Ypos, cell.Xpos - 1]);                return cells;          }      }  } |

### Growing Tree Generation.cs

|  |
| --- |
| using Newtonsoft.Json;    namespace Server  {      internal class GrowingTreeGeneration : Maze      {          List<Coordinate> cellsInMaze = new();            [JsonConstructor]          public GrowingTreeGeneration() {            }          public GrowingTreeGeneration(int cellWidth, int cellHeight) {              MazeCellWidth = cellWidth;              MazeCellHeight = cellHeight;              rgen = new();          }            public override void BuildMaze(Coordinate startCell) {              List<Coordinate> activeCells = new();              List<Coordinate> visitedCells = new();              activeCells.Add(cellsInMaze[rgen.Next(cellsInMaze.Count)]);                while (activeCells.Count > 0) {                  Coordinate cell = activeCells[rgen.Next(activeCells.Count)];                  List<Coordinate> unvisited = GetUnvisitedNeighbours(cell, activeCells, visitedCells);                    if (unvisited.Count > 0) {                      Coordinate targetCell = unvisited[rgen.Next(unvisited.Count)];                      DestroyWall(cell, targetCell);                      activeCells.Add(targetCell);                  }                  else {                      activeCells.Remove(cell);                      visitedCells.Add(cell);                      continue;                  }              }          }          private void DestroyWall(Coordinate cell1, Coordinate cell2) {              int midX = Math.Min(cell1.Xpos, cell2.Xpos) + Math.Abs(cell1.Xpos - cell2.Xpos) / 2;              int midY = Math.Min(cell1.Ypos, cell2.Ypos) + Math.Abs(cell1.Ypos - cell2.Ypos) / 2;              MazeWalls[midY, midX] = false;          }            private List<Coordinate> GetUnvisitedNeighbours(Coordinate cell, List<Coordinate> activeCells, List<Coordinate> visitedCells) {              List<Coordinate> unvisited = new();                if (cell.Ypos - 2 >= 0)//N                  if (!activeCells.Contains(MazeCoordinates[cell.Ypos - 2, cell.Xpos]) &&                      !visitedCells.Contains(MazeCoordinates[cell.Ypos - 2, cell.Xpos]))                      unvisited.Add(MazeCoordinates[cell.Ypos - 2, cell.Xpos]);                if (cell.Xpos + 2 < MazeActualWidth)//E                  if (!activeCells.Contains(MazeCoordinates[cell.Ypos, cell.Xpos + 2]) &&                      !visitedCells.Contains(MazeCoordinates[cell.Ypos, cell.Xpos + 2]))                      unvisited.Add(MazeCoordinates[cell.Ypos, cell.Xpos + 2]);                if (cell.Ypos + 2 < MazeActualHeight)//S                  if (!activeCells.Contains(MazeCoordinates[cell.Ypos + 2, cell.Xpos]) &&                      !visitedCells.Contains(MazeCoordinates[cell.Ypos + 2, cell.Xpos]))                      unvisited.Add(MazeCoordinates[cell.Ypos + 2, cell.Xpos]);                if (cell.Xpos - 2 >= 0)//W                  if (!activeCells.Contains(MazeCoordinates[cell.Ypos, cell.Xpos - 2]) &&                      !visitedCells.Contains(MazeCoordinates[cell.Ypos, cell.Xpos - 2]))                      unvisited.Add(MazeCoordinates[cell.Ypos, cell.Xpos - 2]);                return unvisited;          }              public override void CreateEntranceExit(bool atBorder) {              MazeWalls[1, 0] = false; //entrance              MazeEntranceCoordinate = new Coordinate(0, 1);                if (atBorder) //border exit              {                  Maze​Walls[MazeActualHeight - 2, MazeActualWidth - 1] = false; //exit                  MazeExitCoordinate = new Coordinate(MazeActualWidth - 1, MazeActualHeight - 2);              }              else //central exit              {                  int centerX, centerY;                  centerX = MazeActualWidth / 2;                  centerY = MazeActualHeight / 2;                  MazeWalls[centerY, centerX] = false;                  MazeExitCoordinate = new Coordinate(centerX, centerY);              }                ResetVisited();          }            public override void InitMaze() {              MazeActualHeight = 2 \* MazeCellHeight + 1;              MazeActualWidth = 2 \* MazeCellWidth + 1;                MazeWalls = new bool[MazeActualHeight, MazeActualWidth];              MazeCoordinates = new Coordinate[MazeActualHeight, MazeActualWidth];                for (int y = 0; y < MazeActualHeight; y++) {                  for (int x = 0; x < MazeActualWidth; x++) {                      MazeCoordinates[y, x] = new Coordinate(x, y);                        if (y % 2 != 0 && x % 2 != 0) {                          MazeWalls[y, x] = false;                          cellsInMaze.Add(MazeCoordinates[y, x]);                      }                        else                          MazeWalls[y, x] = true;                  }              }          }            public override void RemoveWalls(int wallsToRemove) {              int wallsRemoved = 0;                while (wallsRemoved < wallsToRemove) {                  int xPos = rgen.Next(1, MazeActualWidth - 1);                  int yPos = rgen.Next(1, MazeActualHeight - 1);                  Coordinate cellToRemove = new(xPos, yPos);                    if (IsWall(cellToRemove)) {                      MazeWalls[yPos, xPos] = false;                      wallsRemoved++;                  }              }          }            private bool IsWall(Coordinate cell) {              if (MazeWalls[cell.Ypos + 1, cell.Xpos] == false                  && MazeWalls[cell.Ypos - 1, cell.Xpos] == false                  && MazeWalls[cell.Ypos, cell.Xpos + 1] == true                  && MazeWalls[cell.Ypos, cell.Xpos - 1] == true) {                  return true;              }              else if (MazeWalls[cell.Ypos + 1, cell.Xpos] == true                  && MazeWalls[cell.Ypos - 1, cell.Xpos] == true                  && MazeWalls[cell.Ypos, cell.Xpos + 1] == false                  && MazeWalls[cell.Ypos, cell.Xpos - 1] == false) {                  return true;              }              else return false;          }      }  } |

### Maze Routing Solve.cs

|  |
| --- |
| using System;  using System.Collections.Generic;  using System.Linq;  using System.Text;  using System.Threading.Tasks;    namespace Server  {      internal class MazeRoutingSolve : SolvingAlgorithm      {          public override List<Coordinate> SolveMaze(Maze maze) {              List<Coordinate> solution = new List<Coordinate>();              Coordinate solver = new Coordinate(maze.MazeEntranceCoordinate.Xpos, maze.MazeEntranceCoordinate.Ypos);                int bestMD = solver.GetManhattanDistance(maze.MazeExitCoordinate);              solution.Add(solver);                maze.MazeCoordinates[solver.Ypos, solver.Xpos].Visited = true;                while (!solver.Equals(maze.MazeExitCoordinate)) {                  List<(Coordinate coordinate, char direction)> unvisited = GetUnvisitedNeighbours(maze, solver);                    if (unvisited.Count == 0) {                      do {                          solution.Remove(solution.Last());                          solver = new Coordinate(solution[^1].Xpos, solution[^1].Ypos);                          unvisited = GetUnvisitedNeighbours(maze, solver);                      } while (unvisited.Count == 0);                      continue;                  }                  else if (unvisited.Count == 1) {                      solver = new Coordinate(unvisited[0].coordinate.Xpos, unvisited[0].coordinate.Ypos);                      solution.Add(maze.MazeCoordinates[solver.Ypos, solver.Xpos]);                      maze.MazeCoordinates[solver.Ypos, solver.Xpos].Visited = true;                  }                  else {                      char directionToMove = TryPaths(maze, unvisited);                      Coordinate cellToMoveTo = null;                      foreach (var cell in unvisited) {                          if (cell.direction == directionToMove) {                              cellToMoveTo = cell.coordinate;                              break;                          }                      }                      solver = new Coordinate(cellToMoveTo.Xpos, cellToMoveTo.Ypos);                      solution.Add(maze.MazeCoordinates[solver.Ypos, solver.Xpos]);                      maze.MazeCoordinates[solver.Ypos, solver.Xpos].Visited = true;                  }              }                  return solution;          }            private char TryPaths(Maze maze, List<(Coordinate coordinate, char direction)> paths) {              Coordinate tempSolver;              List<Coordinate> cellsVisited = new List<Coordinate>();              (char direction, int BestMD) bestPath = (' ', 99999999); //effectively infinity for these mazes                foreach (var path in paths) {                  List<(Coordinate coordinate, char direction)> unvisited;                    do {                      tempSolver = new Coordinate(path.coordinate.Xpos, path.coordinate.Ypos);                      unvisited = GetUnvisitedNeighbours(maze, tempSolver);                        if (unvisited.Count == 1) {                          tempSolver = new Coordinate(unvisited[0].coordinate.Xpos, unvisited[0].coordinate.Ypos);                          cellsVisited.Add(maze.MazeCoordinates[tempSolver.Ypos, tempSolver.Xpos]);                          maze.MazeCoordinates[tempSolver.Ypos, tempSolver.Xpos].Visited = true;                      }                      else {                          int MD = tempSolver.GetManhattanDistance(maze.MazeExitCoordinate);                            if (MD < bestPath.BestMD) {                              bestPath = (path.direction, MD);                          }                      }                  } while (unvisited.Count == 1);              }                foreach (var cell in cellsVisited) {                  cell.Visited = false;              }                return bestPath.direction;          }            private List<(Coordinate coordinate, char direction)> GetUnvisitedNeighbours(Maze maze, Coordinate cell) {              List<(Coordinate coordinate, char direction)> cells = new();                if (cell.Ypos - 1 >= 0                  && !maze.MazeCoordinates[cell.Ypos - 1, cell.Xpos].Visited                  && !maze.MazeWalls[cell.Ypos - 1, cell.Xpos])                  cells.Add((maze.MazeCoordinates[cell.Ypos - 1, cell.Xpos], 'N'));                if (cell.Xpos + 1 < maze.MazeActualWidth                  && !maze.MazeCoordinates[cell.Ypos, cell.Xpos + 1].Visited                  && !maze.MazeWalls[cell.Ypos, cell.Xpos + 1])                  cells.Add((maze.MazeCoordinates[cell.Ypos, cell.Xpos + 1], 'E'));                if (cell.Ypos + 1 < maze.MazeActualHeight                  && !maze.MazeCoordinates[cell.Ypos + 1, cell.Xpos].Visited                  && !maze.MazeWalls[cell.Ypos + 1, cell.Xpos])                  cells.Add((maze.MazeCoordinates[cell.Ypos + 1, cell.Xpos], 'S'));                if (cell.Xpos - 1 >= 0                  && !maze.MazeCoordinates[cell.Ypos, cell.Xpos - 1].Visited                  && !maze.MazeWalls[cell.Ypos, cell.Xpos - 1])                  cells.Add((maze.MazeCoordinates[cell.Ypos, cell.Xpos - 1], 'W'));                return cells;          }      }  } |

### Maze.cs

|  |
| --- |
| namespace Server  {      internal abstract class Maze      {          #region Properties          private int mazeActualWidth;          public int MazeActualWidth          {              get { return mazeActualWidth; }              set { mazeActualWidth = value; }          }            private int mazeActualHeight;          public int MazeActualHeight          {              get { return mazeActualHeight; }              set { mazeActualHeight = value; }          }            private int mazeCellWidth;          public int MazeCellWidth          {              get { return mazeCellWidth; }              set { mazeCellWidth = value; }          }            private int mazeCellHeight;          public int MazeCellHeight          {              get { return mazeCellHeight; }              set { mazeCellHeight = value; }          }            private bool[,]? mazeWalls;          public bool[,]? MazeWalls          {              get { return mazeWalls; }              set { mazeWalls = value; }          }            private Coordinate[,]? mazeCoordinates;          public Coordinate[,]? MazeCoordinates          {              get { return mazeCoordinates; }              set { mazeCoordinates = value; }          }            private Coordinate? mazeEntranceCoordinate;          public Coordinate? MazeEntranceCoordinate          {              get { return mazeEntranceCoordinate; }              set { mazeEntranceCoordinate = value; }          }            private Coordinate? mazeExitCoordinate;          public Coordinate? MazeExitCoordinate          {              get { return mazeExitCoordinate; }              set { mazeExitCoordinate = value; }          }            protected Random rgen = new();          #endregion            #region Methods          public abstract void InitMaze();          public abstract void BuildMaze(Coordinate startCell);          public abstract void CreateEntranceExit(bool atBorder);          public abstract void RemoveWalls(int wallsToRemove);          protected virtual bool CellVisited(Coordinate cellPos)          {              return cellPos.Visited;          }          protected virtual void ResetVisited()          {              foreach (Coordinate v in mazeCoordinates)              {                  v.Visited = false;              }          }          #endregion      }  } |

### Program.cs

The main entry point for the server, containing definitions for all database tables and the code which maps available services to the server request pipeline.

|  |
| --- |
| using Server.Services;  using System.Data.SQLite;    //initialize database  SQLiteConnection conn = new(      "Data Source= mazeData.db; " +      "Version = 3; " +      "New = True; " +      "Compress = True; ");  conn.Open();  using (SQLiteCommand cmd = conn.CreateCommand()) {      cmd.CommandText = "PRAGMA foreign\_keys = ON;";      cmd.ExecuteNonQuery();        cmd.CommandText = @"CREATE TABLE IF NOT EXISTS User(                              UID INTEGER PRIMARY KEY,                              Username VARCHAR,                              Password VARCHAR,                              Salt VARCHAR                          )";      cmd.ExecuteNonQuery();        cmd.CommandText = @"CREATE TABLE IF NOT EXISTS Mazes(                              MazeID INTEGER PRIMARY KEY,                              MazeObject VARCHAR,                              MazeGenAlg VARCHAR,                              MazeName VARCHAR(10),                              UID INTEGER,                              FOREIGN KEY(UID) REFERENCES User(UID)                          )";      cmd.ExecuteNonQuery();        cmd.CommandText = @"CREATE TABLE IF NOT EXISTS UserStats(                              UID INTEGER PRIMARY KEY,                              Time1Display VARCHAR,                              Time1Milliseconds INTEGER,                              Time2Display VARCHAR,                              Time2Milliseconds INTEGER,                              Time3Display VARCHAR,                              Time3Milliseconds INTEGER,                              Time4Display VARCHAR,                              Time4Milliseconds INTEGER,                              Time5Display VARCHAR,                              Time5Milliseconds INTEGER,                              Time6Display VARCHAR,                              Time6Milliseconds INTEGER,                              Time7Display VARCHAR,                              Time7Milliseconds INTEGER,                              Time8Display VARCHAR,                              Time8Milliseconds INTEGER,                              Time9Display VARCHAR,                              Time9Milliseconds INTEGER,                              Time10Display VARCHAR,                              Time10Milliseconds INTEGER,                              RecursiveBacktrackMazesGenerated INTEGER,                              GrowingTreeMazesGenerated INTEGER,                              WilsonsMazesGenerated INTEGER,                              FOREIGN KEY(UID) REFERENCES User(UID)                          )";      cmd.ExecuteNonQuery();      //ON DELETE CASCADE deletes the relevent record if the user is deleted        cmd.CommandText = @"                      CREATE TABLE IF NOT EXISTS GlobalStats (                          Time1Display VARCHAR,                          Time1Milliseconds INTEGER,                          Time1Name VARCHAR,                            Time2Display VARCHAR,                          Time2Milliseconds INTEGER,                          Time2Name VARCHAR,                            Time3Display VARCHAR,                          Time3Milliseconds INTEGER,                          Time3Name VARCHAR,                            Time4Display VARCHAR,                          Time4Milliseconds INTEGER,                          Time4Name VARCHAR,                            Time5Display VARCHAR,                          Time5Milliseconds INTEGER,                          Time5Name VARCHAR,                            Time6Display VARCHAR,                          Time6Milliseconds INTEGER,                          Time6Name VARCHAR,                            Time7Display VARCHAR,                          Time7Milliseconds INTEGER,                          Time7Name VARCHAR,                            Time8Display VARCHAR,                          Time8Milliseconds INTEGER,                          Time8Name VARCHAR,                            Time9Display VARCHAR,                          Time9Milliseconds INTEGER,                          Time9Name VARCHAR,                            Time10Display VARCHAR,                          Time10Milliseconds INTEGER,                          Time10Name VARCHAR,                            RecursiveBacktrackMazesGenerated INTEGER,                          GrowingTreeMazesGenerated INTEGER,                          WilsonsMazesGenerated INTEGER                      )";      cmd.ExecuteNonQuery();        cmd.CommandText = @"CREATE TRIGGER IF NOT EXISTS CreateStatsRecord                          AFTER INSERT ON User                          BEGIN                              INSERT INTO UserStats                              VALUES (NEW.UID,                                      '',                                      -1,                                      '',                                      -1,                                      '',                                      -1,                                      '',                                      -1,                                      '',                                      -1,                                      '',                                      -1,                                      '',                                      -1,                                      '',                                      -1,                                      '',                                      -1,                                      '',                                      -1,                                      0,                                      0,                                      0);                          END;";      cmd.ExecuteNonQuery();        cmd.CommandText = "SELECT COUNT(\*) FROM GlobalStats";      int rowCount = Convert.ToInt32(cmd.ExecuteScalar());      if (rowCount == 0) {          cmd.CommandText = @"INSERT INTO GlobalStats                              VALUES('',                                     -1,                                     '',                                     '',                                     -1,                                     '',                                     '',                                     -1,                                     '',                                     '',                                     -1,                                     '',                                     '',                                     -1,                                     '',                                     '',                                     -1,                                     '',                                     '',                                     -1,                                     '',                                     '',                                     -1,                                     '',                                     '',                                     -1,                                     '',                                     '',                                     -1,                                     '',                                     0,                                     0,                                     0)";          cmd.ExecuteNonQuery();      }  }    conn.Close();    var builder = WebApplication.CreateBuilder(args);    // Add services to the container.  builder.Services.AddGrpc();    var app = builder.Build();    // Configure the HTTP request pipeline.  app.MapGrpcService<GreeterService>();  app.MapGrpcService<MazeBuilderService>();  app.MapGrpcService<MazeSolverService>();  app.MapGrpcService<RegisterService>();  app.MapGrpcService<CheckerIfUserExistsService>();  app.MapGrpcService<LoginService>();  app.MapGrpcService<SaveMazeService>();  app.MapGrpcService<GetMazesService>();  app.MapGrpcService<LoadMazeService>();  app.MapGrpcService<DeleteMazeService>();  app.MapGrpcService<GlobalStatHandlerService>();  app.MapGrpcService<HandleUserStatsService>();  app.MapGrpcService<GetStatsService>();    app.Run(); |

### Recursive Backtrack Generation.cs

|  |
| --- |
| using Newtonsoft.Json;    namespace Server  {      internal class RecursiveBacktrackGeneration : Maze      {          [JsonConstructor]          public RecursiveBacktrackGeneration() {            }          public RecursiveBacktrackGeneration(int cellWidth, int cellHeight)          {              MazeCellWidth = cellWidth;              MazeCellHeight = cellHeight;              rgen = new();          }            public override void InitMaze()          {              MazeActualHeight = 2 \* MazeCellHeight + 1;              MazeActualWidth = 2 \* MazeCellWidth + 1;                MazeWalls = new bool[MazeActualHeight, MazeActualWidth];              MazeCoordinates = new Coordinate[MazeActualHeight, MazeActualWidth];                for (int y = 0; y < MazeActualHeight; y++)              {                  for (int x = 0; x < MazeActualWidth; x++)                  {                      if (y % 2 != 0 && x % 2 != 0)                          MazeWalls[y, x] = false;                      else                          MazeWalls[y, x] = true;                        MazeCoordinates[y, x] = new Coordinate(x, y);                  }              }          }            public override void BuildMaze(Coordinate cell)          {              cell.Visited = true;                List<Coordinate> neighbourCells = GetUnvisitedNeighbours(cell);                while (neighbourCells.Count > 0)              {                  Coordinate targetCell = neighbourCells[rgen.Next(0, neighbourCells.Count)];                  if (targetCell.Visited) return;                  DestroyWall(cell, targetCell);                  neighbourCells.Remove(targetCell);                  BuildMaze(targetCell);              }          }            public override void RemoveWalls(int wallsToRemove)          {              int wallsRemoved = 0;                while (wallsRemoved < wallsToRemove)              {                  int xPos = rgen.Next(1, MazeActualWidth - 1);                  int yPos = rgen.Next(1, MazeActualHeight - 1);                  Coordinate cellToRemove = new(xPos, yPos);                    if (IsWall(cellToRemove))                  {                      MazeWalls[yPos, xPos] = false;                      wallsRemoved++;                  }              }          }            private bool IsWall(Coordinate cell)          {              if (MazeWalls[cell.Ypos + 1, cell.Xpos] == false                  && MazeWalls[cell.Ypos - 1, cell.Xpos] == false                  && MazeWalls[cell.Ypos, cell.Xpos + 1] == true                  && MazeWalls[cell.Ypos, cell.Xpos - 1] == true)              {                  return true;              }              else if (MazeWalls[cell.Ypos + 1, cell.Xpos] == true                  && MazeWalls[cell.Ypos - 1, cell.Xpos] == true                  && MazeWalls[cell.Ypos, cell.Xpos + 1] == false                  && MazeWalls[cell.Ypos, cell.Xpos - 1] == false)              {                  return true;              }              else return false;          }            private List<Coordinate> GetUnvisitedNeighbours(Coordinate cell)          {                List<Coordinate> cells = new();                if (cell.Ypos - 2 >= 0 && !MazeCoordinates[cell.Ypos - 2, cell.Xpos].Visited)                  cells.Add(MazeCoordinates[cell.Ypos - 2, cell.Xpos]);                if (cell.Xpos + 2 < MazeActualWidth && !MazeCoordinates[cell.Ypos, cell.Xpos + 2].Visited)                  cells.Add(MazeCoordinates[cell.Ypos, cell.Xpos + 2]);                if (cell.Ypos + 2 < MazeActualHeight && !MazeCoordinates[cell.Ypos + 2, cell.Xpos].Visited)                  cells.Add(MazeCoordinates[cell.Ypos + 2, cell.Xpos]);                if (cell.Xpos - 2 >= 0 && !MazeCoordinates[cell.Ypos, cell.Xpos - 2].Visited)                  cells.Add(MazeCoordinates[cell.Ypos, cell.Xpos - 2]);                return cells;          }            private void DestroyWall(Coordinate cell1, Coordinate cell2)          {              int midX = Math.Min(cell1.Xpos, cell2.Xpos) + Math.Abs(cell1.Xpos - cell2.Xpos) / 2;              int midY = Math.Min(cell1.Ypos, cell2.Ypos) + Math.Abs(cell1.Ypos - cell2.Ypos) / 2;              MazeWalls[midY, midX] = false;          }            public override void CreateEntranceExit(bool atBorder)          {              MazeWalls[1, 0] = false; //entrance              MazeEntranceCoordinate = new Coordinate(0, 1);                if (atBorder) //border exit              {                  Maze​Walls[MazeActualHeight - 2, MazeActualWidth - 1] = false; //exit                  MazeExitCoordinate = new Coordinate(MazeActualWidth - 1, MazeActualHeight - 2);              }              else //central exit              {                  int centerX, centerY;                  centerX = MazeActualWidth / 2;                  centerY = MazeActualHeight / 2;                  MazeWalls[centerY, centerX] = false;                  MazeExitCoordinate = new Coordinate(centerX, centerY);              }                  ResetVisited();          }      }  } |

### Solving.cs

|  |
| --- |
| namespace Server  {      internal abstract class SolvingAlgorithm      {          public abstract List<Coordinate> SolveMaze(Maze maze);      }  } |

### Wilsons Generation.cs

|  |
| --- |
| using Newtonsoft.Json;    namespace Server  {      internal class WilsonsGeneration : Maze      {          public List<Coordinate> cellsInMaze = new();          public bool exitAtBorder;            [JsonConstructor]          public WilsonsGeneration() {            }          public WilsonsGeneration(int cellWidth, int cellHeight, bool exitAtBorder) {              MazeCellWidth = cellWidth;              MazeCellHeight = cellHeight;              rgen = new();              this.exitAtBorder = exitAtBorder;          }            public override void BuildMaze(Coordinate startCell) {                /\*startCoordinate and endCoordinate should be where the algorithm starts and ends, but since these are in the walls, they are              inaccessible to the algorithm, so we must pick the neighbouring cells.\*/                InitialLoopErasedWalk(MazeCoordinates[1, 1],                  exitAtBorder ? MazeCoordinates[MazeExitCoordinate.Ypos, MazeExitCoordinate.Xpos - 1] : cellsInMaze[(int)(cellsInMaze.Count \* 0.5f)]);              //if the exit is in the centre, we can find the cell by finding the middle element of the cellsInMaze list              while (cellsInMaze.Count > 0) {                  LoopErasedWalk(cellsInMaze[rgen.Next(cellsInMaze.Count)]);              }              ResetVisited();          }            private void InitialLoopErasedWalk(Coordinate startCoordinate, Coordinate endCoordinate) {              List<Coordinate> path = new List<Coordinate>();              Coordinate ctor = new Coordinate(startCoordinate.Xpos, startCoordinate.Ypos);              path.Add(MazeCoordinates[ctor.Ypos, ctor.Xpos]);              MazeCoordinates[ctor.Ypos, ctor.Xpos].Visited = true;                while (!ctor.Equals(endCoordinate)) {                  List<Coordinate> unvisitedCells = GetUnvisitedNeighbours(ctor);                  Coordinate targetCell;                  do {                      int index = rgen.Next(unvisitedCells.Count);                      targetCell = unvisitedCells[index];                      if (path.Contains(targetCell)) unvisitedCells.RemoveAt(index);                      if (unvisitedCells.Count == 0) break;                  } while (path.Contains(targetCell));                      if (!path.Contains(targetCell)) {                      // keep walking, we will destroy all walls after the walk.                      // We cannot do this dynamically as we have to backtrack sometimes                      ctor = new Coordinate(targetCell.Xpos, targetCell.Ypos);                      path.Add(MazeCoordinates[ctor.Ypos, ctor.Xpos]);                      MazeCoordinates[ctor.Ypos, ctor.Xpos].Visited = true;                  }                  else { //we must have looped, so backtrack until ctor = targetCell and try again                      while (!ctor.Equals(targetCell)) {                          MazeCoordinates[ctor.Ypos, ctor.Xpos].Visited = false;                            path.RemoveAt(path.Count - 1);                          ctor = new Coordinate(path.Last().Xpos, path.Last().Ypos);                      }                  }              }                DestroyAllWallsInPath(path);                foreach (Coordinate coord in path) {                  cellsInMaze.Remove(coord);              }                DestroyExitWalls();          }            private void DestroyExitWalls() {              if (exitAtBorder)                  Maze​Walls[MazeActualHeight - 2, MazeActualWidth - 1] = false;              else {                  int centerX = MazeActualWidth / 2;                  int centerY = MazeActualHeight / 2;                  MazeWalls[centerY, centerX] = false;              }          }            private void LoopErasedWalk(Coordinate startCoordinate) { //walk until we hit the maze              List<Coordinate> path = new List<Coordinate>();              Coordinate ctor = new Coordinate(startCoordinate.Xpos, startCoordinate.Ypos);              path.Add(MazeCoordinates[ctor.Ypos, ctor.Xpos]);              MazeCoordinates[ctor.Ypos, ctor.Xpos].Visited = true;                while (true) {                  List<Coordinate> unvisitedCells = GetNeighbouringCells(ctor);                  Coordinate targetCell;                  do {                      int index = rgen.Next(unvisitedCells.Count);                      targetCell = unvisitedCells[index];                        if (path.Contains(targetCell)) unvisitedCells.RemoveAt(index);                        else if (targetCell.Visited) { //if we find the maze, which is a visited cell that is not in the path                          ctor = new Coordinate(targetCell.Xpos, targetCell.Ypos);                          path.Add(MazeCoordinates[ctor.Ypos, ctor.Xpos]);                          MazeCoordinates[ctor.Ypos, ctor.Xpos].Visited = true;                          DestroyAllWallsInPath(path);                            foreach (Coordinate coord in path) {                              cellsInMaze.Remove(coord);                          }                          return;                      }                        if (unvisitedCells.Count == 0) break;                    } while (path.Contains(targetCell));                      if (!path.Contains(targetCell)) {                      // keep walking, we will destroy all walls after the walk.                      // We cannot do this dynamically as we have to backtrack sometimes                      ctor = new Coordinate(targetCell.Xpos, targetCell.Ypos);                      path.Add(MazeCoordinates[ctor.Ypos, ctor.Xpos]);                      MazeCoordinates[ctor.Ypos, ctor.Xpos].Visited = true;                  }                  else { //we must have looped, so backtrack until ctor = targetCell and try again                      while (!ctor.Equals(targetCell)) {                          MazeCoordinates[ctor.Ypos, ctor.Xpos].Visited = false;                            path.RemoveAt(path.Count - 1);                          ctor = new Coordinate(path.Last().Xpos, path.Last().Ypos);                      }                  }              }          }            private void DestroyAllWallsInPath(List<Coordinate> pathToDestroy) {              for (int i = 0; i < pathToDestroy.Count - 1; i++) {                  DestroyWall(pathToDestroy[i], pathToDestroy[i + 1]);              }          }            private void DestroyWall(Coordinate cell1, Coordinate cell2) {              int midX = Math.Min(cell1.Xpos, cell2.Xpos) + Math.Abs(cell1.Xpos - cell2.Xpos) / 2;              int midY = Math.Min(cell1.Ypos, cell2.Ypos) + Math.Abs(cell1.Ypos - cell2.Ypos) / 2;              MazeWalls[midY, midX] = false;          }            private List<Coordinate> GetUnvisitedNeighbours(Coordinate cell) {              List<Coordinate> cells = new List<Coordinate>();              //we can handle adding things to the maze with careful management of the 'visited' property.              //This means we will have to reimplement getUnivisitedNeighbours              //to account for not just being able to go if !Visited.              //We will instead redefine unvisited as having all 4 walls and the visited property being true will              //mean being part of the maze.              //The following checks if all adjacent cells have all 4 walls intact.              if (cell.Ypos - 2 >= 0 &&                  MazeWalls[cell.Ypos - 2 - 1, cell.Xpos] &&                  MazeWalls[cell.Ypos - 2, cell.Xpos + 1] &&                  MazeWalls[cell.Ypos - 2 + 1, cell.Xpos] &&                  MazeWalls[cell.Ypos - 2, cell.Xpos - 1]) // N                  cells.Add(MazeCoordinates[cell.Ypos - 2, cell.Xpos]);              if (cell.Xpos + 2 < MazeActualWidth &&                  MazeWalls[cell.Ypos - 1, cell.Xpos + 2] &&                  MazeWalls[cell.Ypos, cell.Xpos + 2 + 1] &&                  MazeWalls[cell.Ypos + 1, cell.Xpos + 2] &&                  MazeWalls[cell.Ypos, cell.Xpos + 2 - 1]) // E                  cells.Add(MazeCoordinates[cell.Ypos, cell.Xpos + 2]);              if (cell.Ypos + 2 < MazeActualHeight &&                  MazeWalls[cell.Ypos + 2 - 1, cell.Xpos] &&                  MazeWalls[cell.Ypos + 2, cell.Xpos + 1] &&                  MazeWalls[cell.Ypos + 2 + 1, cell.Xpos] &&                  MazeWalls[cell.Ypos + 2, cell.Xpos - 1]) // S                  cells.Add(MazeCoordinates[cell.Ypos + 2, cell.Xpos]);              if (cell.Xpos - 2 >= 0 &&                  MazeWalls[cell.Ypos - 1, cell.Xpos - 2] &&                  MazeWalls[cell.Ypos, cell.Xpos - 2 + 1] &&                  MazeWalls[cell.Ypos + 1, cell.Xpos - 2] &&                  MazeWalls[cell.Ypos, cell.Xpos - 2 - 1]) // W                  cells.Add(MazeCoordinates[cell.Ypos, cell.Xpos - 2]);                return cells;          }          private List<Coordinate> GetNeighbouringCells(Coordinate cell) {              List<Coordinate> cells = new List<Coordinate>();                if (cell.Ypos - 2 >= 0) // N                  cells.Add(MazeCoordinates[cell.Ypos - 2, cell.Xpos]);              if (cell.Xpos + 2 < MazeActualWidth) // E                  cells.Add(MazeCoordinates[cell.Ypos, cell.Xpos + 2]);              if (cell.Ypos + 2 < MazeActualHeight) // S                  cells.Add(MazeCoordinates[cell.Ypos + 2, cell.Xpos]);              if (cell.Xpos - 2 >= 0) // W                  cells.Add(MazeCoordinates[cell.Ypos, cell.Xpos - 2]);                return cells;          }              public override void CreateEntranceExit(bool atBorder) {              MazeWalls[1, 0] = false; //entrance              MazeEntranceCoordinate = new Coordinate(0, 1);                if (atBorder) //border exit              {                   //exit                  MazeExitCoordinate = new Coordinate(MazeActualWidth - 1, MazeActualHeight - 2);              }              else //central exit              {                  int centerX, centerY;                  centerX = MazeActualWidth / 2;                  centerY = MazeActualHeight / 2;                    MazeExitCoordinate = new Coordinate(centerX, centerY);              }          }            public override void InitMaze() {              MazeActualHeight = 2 \* MazeCellHeight + 1;              MazeActualWidth = 2 \* MazeCellWidth + 1;                MazeWalls = new bool[MazeActualHeight, MazeActualWidth];              MazeCoordinates = new Coordinate[MazeActualHeight, MazeActualWidth];                for (int y = 0; y < MazeActualHeight; y++) {                  for (int x = 0; x < MazeActualWidth; x++) {                      MazeCoordinates[y, x] = new Coordinate(x, y);                        if (y % 2 != 0 && x % 2 != 0) {                          MazeWalls[y, x] = false;                          cellsInMaze.Add(MazeCoordinates[y, x]);                      }                        else                          MazeWalls[y, x] = true;                  }              }          }            public override void RemoveWalls(int wallsToRemove) {              int wallsRemoved = 0;                while (wallsRemoved < wallsToRemove) {                  int xPos = rgen.Next(1, MazeActualWidth - 1);                  int yPos = rgen.Next(1, MazeActualHeight - 1);                  Coordinate cellToRemove = new(xPos, yPos);                    if (IsWall(cellToRemove)) {                      MazeWalls[yPos, xPos] = false;                      wallsRemoved++;                  }              }          }          private bool IsWall(Coordinate cell) {              if (MazeWalls[cell.Ypos + 1, cell.Xpos] == false                  && MazeWalls[cell.Ypos - 1, cell.Xpos] == false                  && MazeWalls[cell.Ypos, cell.Xpos + 1] == true                  && MazeWalls[cell.Ypos, cell.Xpos - 1] == true) {                  return true;              }              else if (MazeWalls[cell.Ypos + 1, cell.Xpos] == true                  && MazeWalls[cell.Ypos - 1, cell.Xpos] == true                  && MazeWalls[cell.Ypos, cell.Xpos + 1] == false                  && MazeWalls[cell.Ypos, cell.Xpos - 1] == false) {                  return true;              }              else return false;          }      }  } |

## Data Structures

### List.cs

|  |
| --- |
| namespace Server  {      public class \_List<T>      {          private T[] items;          private int count;          public int Count          {              get { return count; }          }          public T this[int index]          {              get {                  if (index < 0 || index >= count) {                      throw new IndexOutOfRangeException("Index is out of range.");                  }                  return items[index];              }              set {                  if (index < 0 || index >= count) {                      throw new IndexOutOfRangeException("Index is out of range.");                  }                  items[index] = value;              }          }            public \_List() {              items = new T[4];              count = 0;          }            public void Add(T item) {              if (count == items.Length) {                  Array.Resize(ref items, items.Length + 1);              }              items[count++] = item;          }            public void RemoveAt(int index) {              if (index < 0 || index >= count) {                  throw new IndexOutOfRangeException("Index is out of range.");              }                for (int i = index; i < count - 1; i++) {                  items[i] = items[i + 1];              }                items[count - 1] = default(T);              count--;          }          public bool Remove(T item) {              int index = IndexOf(item);              if (index != -1) {                  RemoveAt(index);                  return true;              }              return false;          }            private int IndexOf(T item) {              for (int i = 0; i < count; i++) {                  if (Equals(items[i], item)) {                      return i;                  }              }              return -1;          }        }  } |

### Queue.cs

|  |
| --- |
| namespace Server  {      public class \_Queue<T>      {          private T[] items;          private int front;          private int rear;          private int count;            public \_Queue(int capacity) {              items = new T[capacity];              front = 0;              rear = -1;              count = 0;          }            public void Enqueue(T item) {              if (count == items.Length) {                  throw new InvalidOperationException("Queue is full.");              }              rear = (rear + 1) % items.Length;              items[rear] = item;              count++;          }            public T Dequeue() {              if (count == 0) {                  throw new InvalidOperationException("Queue is empty.");              }              T item = items[front];              front = (front + 1) % items.Length;              count--;              return item;          }            public int Count          {              get { return count; }          }              public T Peek() {              if (count == 0) {                  throw new InvalidOperationException("Queue is empty.");              }              return items[front];          }              public bool IsEmpty() {              return count == 0;          }              public bool IsFull() {              return count == items.Length;          }      }  } |

# Additional Files

## Client project file

|  |
| --- |
| <Project Sdk="Microsoft.NET.Sdk">      <PropertyGroup>  <OutputType>WinExe</OutputType>  <TargetFramework>net6.0-windows</TargetFramework>  <Nullable>enable</Nullable>  <UseWindowsForms>true</UseWindowsForms>  <ImplicitUsings>enable</ImplicitUsings>    </PropertyGroup>      <ItemGroup>  <None Include="..\.editorconfig" Link=".editorconfig" />    </ItemGroup>      <ItemGroup>  <PackageReference Include="Google.Protobuf" Version="3.25.1" />  <PackageReference Include="Grpc.Net.Client" Version="2.59.0" />  <PackageReference Include="Grpc.Tools" Version="2.60.0">    <PrivateAssets>all</PrivateAssets>    <IncludeAssets>runtime; build; native; contentfiles; analyzers; buildtransitive</IncludeAssets>  </PackageReference>  <PackageReference Include="Newtonsoft.Json" Version="13.0.3" />  <PackageReference Include="WinForms.DataVisualization" Version="1.9.1" />    </ItemGroup>      <ItemGroup>  <Protobuf Include="Protos\greet.proto" GrpcServices="Client" />  <Protobuf Include="Protos\BuildMaze.proto" GrpcServices="Client" />  <Protobuf Include="Protos\SolveMaze.proto" GrpcServices="Client" />  <Protobuf Include="Protos\Register.proto" GrpcServices="Client" />  <Protobuf Include="Protos\CheckIfUserExists.proto" GrpcServices="Client" />  <Protobuf Include="Protos\Login.proto" GrpcServices="Client" />  <Protobuf Include="Protos\SaveMaze.proto" GrpcServices="Client" />  <Protobuf Include="Protos\GetMazes.proto" GrpcServices="Client" />  <Protobuf Include="Protos\LoadMaze.proto" GrpcServices="Client" />  <Protobuf Include="Protos\DeleteMaze.proto" GrpcServices="Client" />  <Protobuf Include="Protos\HandleGlobalStats.proto" GrpcServices="Client" />  <Protobuf Include="Protos\HandleUserStats.proto" GrpcServices="Client" />  <Protobuf Include="Protos\GetStats.proto" GrpcServices="Client" />    </ItemGroup>    </Project> |

## Server project file

|  |
| --- |
| <Project Sdk="Microsoft.NET.Sdk.Web">      <PropertyGroup>      <TargetFramework>net6.0</TargetFramework>      <Nullable>enable</Nullable>      <ImplicitUsings>enable</ImplicitUsings>    </PropertyGroup>      <ItemGroup>      <Protobuf Include="Protos\greet.proto" GrpcServices="Server" />  <Protobuf Include="Protos\BuildMaze.proto" GrpcServices="Server" />  <Protobuf Include="Protos\SolveMaze.proto" GrpcServices="Server" />  <Protobuf Include="Protos\Register.proto" GrpcServices="Server" />  <Protobuf Include="Protos\CheckIfUserExists.proto" GrpcServices="Server" />  <Protobuf Include="Protos\Login.proto" GrpcServices="Server" />  <Protobuf Include="Protos\SaveMaze.proto" GrpcServices="Server" />  <Protobuf Include="Protos\GetMazes.proto" GrpcServices="Server" />  <Protobuf Include="Protos\LoadMaze.proto" GrpcServices="Server" />  <Protobuf Include="Protos\DeleteMaze.proto" GrpcServices="Server" />  <Protobuf Include="Protos\HandleGlobalStats.proto" GrpcServices="Server" />  <Protobuf Include="Protos\HandleUserStats.proto" GrpcServices="Server" />  <Protobuf Include="Protos\GetStats.proto" GrpcServices="Server" />    </ItemGroup>      <ItemGroup>      <PackageReference Include="Grpc.AspNetCore" Version="2.59.0" />      <PackageReference Include="Newtonsoft.Json" Version="13.0.3" />      <PackageReference Include="System.Data.SQLite" Version="1.0.118" />    </ItemGroup>    </Project> |
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